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Abstract

Microprocessor, skilled at general computing, shapes human being’s digitalized world.
Traditional microprocessor design flow requires high cost and human labor workforce
input, including architecture design, microarchitecture design, logic design, circuit
design, and physical design stages. Microarchitecture design, at the very early stage
of the design flow, can affect the design quality with a small change. Hence, a good
microarchitecture generated at the early stage can yield twice the result with half the
effort, and benefit the entire microprocessor design flow.

Microarchitecture, also termed computer organization, determines the implemen-
tation of a particular microprocessor based on an instruction set architecture (ISA). It
sets the foundation for the microprocessor’s overarching design aspects: performance,
power, and area (PPA). Microarchitecture exploration is a design space exploration
(DSE) problem in the microarchitecture design stage, aiming to find microprocessor
parameters that achieve Pareto-optimal PPA trade-offs. Computer architects often
face parameter combinations ranging in the billions or trillions. Moreover, obtaining
PPA results for each parameter combination through detailed simulations is highly
time-consuming. To address these challenges, a practical DSE algorithm is required to

explore promising solutions within a limited time. Hence, architects can accomplish
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aggressive PPA design goals, reduce non-recurring engineering costs throughout the
microprocessor design cycle, and meet product delivery deadlines to satisfy customer
demands.

The problem is not new. The industry and academia have proposed numerous
solutions. In this thesis, standing on the shoulders of giants, we present a series of
works termed the trilogy of microprocessor microarchitecture design space exploration
to delve deeper into the problem. We provide new perspectives and advance solution
quality through our years of recent research outcomes.

Specifically, the trilogy of works includes a customized Bayesian optimization-
based DSE algorithm, a reinforcement learning pathway, and an interpretable DSE
process via bottleneck analysis. Besides, this thesis introduces a microarchitecture
DSE open benchmarking platform, used in the Computer-Aided-Design (CAD) con-
test of the International Conference on Computer-Aided Design (ICCAD) in 2022,
enabling fair comparisons of various black-box methodologies proposed by researchers
worldwide. In this thesis, our proposed methodologies cover the breakthroughs from
the black-box perspective to the white-box perspective, delving into the problem
stepwise.

Furthermore, the trilogy of works is open-sourced to the research community, help-
ing researchers worldwide to reproduce published experimental results and innovate

based on our existing achievements.
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Chapter 1

Introduction

The size of present-day applications demands higher performance and energy-efficient
computing systems [145]. The microprocessor currently serves as the only commer-
cially available computer architecture that can speed up general computing, including
irregular programs [108]. It consists of the arithmetic, logic, and control circuitry to
perform the functions of a computer’s central processing unit (CPU).

However, the microprocessor design cycle consists of numerous complicated steps,
requiring high cost and workforce input, as shown in Figure 1.1. In the design cy-
cle, computer architects formulate customer demands as system specifications, and
appropriate computer architecture is conceived to meet those requirements. Microar-
chitecture is a detailed architecture implementation meticulously designed based on
architectural descriptions. Massive formal documents are produced, and reliability,
availability, and serviceability (RAS) are heavily discussed [86, 64]. Hardware en-
gineers work on functional and logic implementation based on formal documents to

generate the register-transfer-level (RTL) design. Logic synthesis is introduced to



Customer Demands H Architecture Design H Mlcroarchltecture
Design

Satisfy predefined performance, power, and

. Microprocessor Design
area design goals?

Cycle

Circuit Design
N

Microprocessor Manufacture & .
Product Package & Testing }‘_ Signoff Checks /

Physical Design

Figure 1.1: The overview of microprocessor design cycle. Engineers spare much effort to
optimize a given microarchitecture in the loop. Determine a better microarchitecture can
reduce the non-recurring engineering cost [126].

optimize and transfer the RTL design into a circuit implementation, i.e., a netlist
composed of primitive standard cells associated with a specific technology [163]. The
physical design places the standard cells, routes wires, synthesizes the power delivery
network, implements a clock tree, etc. [162]. Various signoff checks, including func-
tional verification, timing analysis, IR drop analysis, signal integrity analysis, design
rule checking (DRC), layout versus schematic (LVS), etc, intensely investigate the
validity of the circuit [102]. After back-end signoff, the microprocessor can be taped
out and fabricated as a commercial product.

Unfortunately, the ever-increasing competitive pressure from business rivals and
the long microprocessor design cycle push higher requirements for engineers to satisfy
the strict time-to-market product delivery deadline. The efforts are spared in the de-

sign loop until the predetermined overarching metrics: performance, power, and area



(PPA) design targets are attained. In this design cycle, changes made at an earlier
design phase have a greater impact on PPA. Meanwhile, accurate estimation of PPA
at an earlier design phase is also more difficult. For example, compared to functional
engineering change order (ECO), the architecture or microarchitecture design phase
sets the cornerstone for PPA [11]. Therefore, a correct decision at the earlier design
phase will yield twice the result with half the effort for the entire microprocessor de-
sign cycle. Microarchitecture design space exploration (DSE), a problem root in the
microarchitecture design phase, aiming to decide optimal microarchitecture configu-
rations, is a pivot stage that affects the entire flow. The problem is not new and has
been discussed in industry and academia for many years. Standing on the shoulders
of giants, this thesis aims to tackle the problem from new perspectives. Furthermore,
this thesis presents a trilogy of works that delve deeper into the problem, providing
new insights and advancing solution quality through the years of recent research.
Section 1.1 presents a general problem formulation. Section 1.2 manifests the ma-

jor challenges of the problem. Section 1.3 lists the thesis structure and contributions.

1.1 A General Problem Formulation

We leverage a general problem formulation as a background. The formulations of
related microarchitecture exploration problems stem from the general problem for-

mulation.

Problem 1 (Microarchitecture Design Space Exploration). Given the microproces-
sor microarchitecture design space and test cases, how do we efficiently search for

the optimal microprocessor microarchitecture design configurations that meet specific



performance, power, and area (PPA) design goals?

Problem 1 lists the general problem formulation. The solution process expects to
develop a search algorithm, termed the DSE algorithm. As shown below, two basic

requirements are necessary for the practical “silver bullet” solution.

e Achieving high solution quality: the output results of the DSE algorithm should
enable the microarchitecture of a microprocessor to achieve the predetermined

PPA design targes.
e Low running time: the DSE algorithm should achieve the goal efficiently.

It is worth noting that more requirements appear for particular problem formu-
lations, e.g., the accuracy of PPA prediction models, the size of used history data,
etc. In later chapters, this thesis presents more problem formulations based on the

general problem formulation, and corresponding solutions are also proposed.

1.2 Major Challenges of Microarchitecture Design
Space Exploration

The major challenges of the Problem 1 are summarized in two factors.

e Extremely large design space: the microarchitecture consists of complicated
components such as the overall instruction pipeline, cache hierarchy, branch
predictors, execution units, etc. The formulated microarchitecture design space

size can be more than 1 x 100 [210].



e High runtime in PPA evaluations: it requires high runtime to evaluate the PPA
values of a microarchitecture for workloads with an acceptable fidelity using

tools like cycle-accurate simulators.

The challenges mentioned above restrict traversing the entire microarchitecture
design space and retrieving the optimal solutions. Previous researchers and engineers
from industry or academia have proposed many methodologies. The industry solu-
tions heavily rely on the expertise of computer architects. Academic solutions have
conducted many experiments to analyze the relationship between a microarchitecture
design space and PPA values. As the applications are changing, microarchitectures
of modern microprocessors are increasingly complicated, and advanced DSE algo-
rithms are evolving, new solutions are presented in this thesis to overcome the major

challenges.

1.3 Thesis Structure and Contributions

Starting from Problem 1, this thesis investigates the methodologies discussed by re-
searchers from industry and academia, aiming to tackle the problem by combining
contemporary technologies, improving the solution quality and efficiency, and provid-
ing new understandings and insights into the problem.

The rest of this thesis is organized as follows. In Chapter 2, we provide prelimi-
naries of the problem. In particular, we illustrate the meanings of some terminologies,
categorize the prior methodologies, summarize the limitations of the state-of-the-arts,
and provide rationales for the directions of improvement.

In Chapter 3, we present the first microarchitecture design space exploration



framework, BOOM-Explorer, which focuses on RISC-V Berkeley Out-of-Order Ma-
chine (BOOM) with Bayesian optimization. We view the BOOM microarchitecture
as a black box and propose several algorithms from a statistics perspective to combine
expert knowledge. Three dedicated designed algorithms are highlighted in BOOM-
Explorer. First, a microarchitecture-aware active learning algorithm, MicroAL, is
introduced to initialize samples from the entire design space with domain knowl-
edge. Second, a deep kernel learning-based Gaussian process model, DKL-GP, is
proposed to effectively characterize the microarchitecture design space. Third, a neg-
atively correlated multi-objective exploration flow is provided to probe the potential
Pareto-optimal solutions as much as possible. The flow is further enhanced by a
diversity-guided strategy to embrace the benefits of parallelism efficiency.

In Chapter 4, we analyze the mathematical limitations of the Gaussian process
and its contradiction to the characteristics of the microarchitecture design space.
Following the previous data-driven approach, we propose a new methodology but with
key distinctions. First, by leveraging the extraordinarily high black-box modeling
power of deep learning (DL), we formulate the design space exploration as a Markov
decision process (MDP) and propose a reinforcement-learning (RL) pathway toward
automated RISC-V microarchitecture design. Second, we tightly couple the expertise
and RL utilizing the microarchitecture scaling graph. A single RL agent is trained and
applied for the exploration w.r.t. different PPA design preferences, e.g., emphasizing
higher performance or power and area efficiency.

In Chapter 5, we build up a microarchitecture DSE open benchmarking platform
for all researchers worldwide to fairly compare different black-box methodologies.

The microarchitecture DSE open benchmarking platform is used in the 2022 CAD



Contest at ICCAD. We serve as the topic chair in the contest. The problem pro-
vides challenges of enhancing microprocessor microarchitecture design ability by effi-
ciently trading off PPA metrics in a short time. The contest attracts 166 registered
teams from 8 countries/regions. We provide contest benchmarking tools, a post-
logic-synthesized dataset including more than ten thousand microarchitectures, and
an online team ranking platform. We expect the release and organization of the CAD
Contest problem to ignite the research passion for the topic and researchers world-
wide to provide more practical, efficient, and accurate solutions to improve baseline
algorithms further.

In Chapter 6, we open the black box of the microarchitecture, and tackle the prob-
lem with a proposed explanable DSE approach, ArchExplorer. The massive analysis
of microexecutions lead to two design principles for ArchExplorer. Besides, we point
out the limitations of previous wide-used critical path analysis methodology, and
present a new graph representation of microexecution. The new formal graph-based
microexecution analysis provides more design insights into the microarchitecture for
computer architects. We firmly believe that the research value of the graph represen-
tation proposed in ArchExplorer goes beyond the microarchitecture DSE problem.
The related formal microexecution analytical methodology will guide us in studying
other problems, including microprocessor performance modeling, instruction issuing,
a combination of machine-learning techniques for architecture modeling, etc.

In Chapter 7, we provide future work and conclude this thesis.

The contributions of this thesis are briefly summarized as follows. First, during
years of recent research into this problem, we propose methodologies from the black-

box perspective to the white-box perspective. From data-driven statistical analysis



to interpretable formal analysis, we delve into the problem. The related experi-
mental results, discussions, and conclusions provide abundant design insights into
microarchitecture and microexecutions. Second, our latest research outcomes receive
promising experimental results. Compared to previous analytical methodologies, we
reduce demands for expert access. Compared to previous black-box methodologies,
our approaches ask for fewer computing demands for training data. Third, we pro-
vide a new graph representation methodology of formal analysis for microexecutions.
Fourth, we open source all the code to help our community reproduce published ex-
perimental results, research into the problem deeper, and continue to innovate based

on our existing achievements.



Chapter 2

Preliminaries

2.1 Microprocessor Microarchitecture

Microarchitecture determines how a microprocessor is implemented given an instruc-
tion set architecture (ISA). It encompasses the intricate details of how a micropro-
cessor carries out instructions, manages data flow, and executes computations.

The microprocessor microarchitecture is usually represented as block diagrams
that describe the memory hierarchy, interconnections of the various components, in-
cluding the data path and control path, and timing information of the instruction
pipeline, as shown in Figure 2.1. We use MIPS R10000, a dynamic, super-scalar
microprocessor that implements the 64-bit MIPS ISA, as an example to illustrate
the execution of a microarchitecture [206]. R10000 is designed for high-performance
applications even with poor memory locality. It fetches and decodes four instructions
per cycle and dynamically issues them to five fully pipelined, low-latency execution

units. The five execution pipelines begin to execute when they receive instructions is-
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Figure 2.1: Pipeline timing diagram of MIPS R10000. Figure is adapted from Yeager et
al. [206]. BOOM is a RISC-V implementation based on R10000 [22, 44, 214].

sued from a queue, and operands are read out from register files. R10000 aggressively
looks ahead to find instructions from a two-way associative I-cache to issue out-of-
order. Misaligned instructions are handled, and the core front end implements a 2-bit
branch prediction algorithm. To support the out-of-order execution and remove false
dependencies (viz., write after write and write after read), R10000 dynamically maps
the logical register numbers into physical register numbers. The mechanism allows for
the transparent tracking of dependencies on register operands and memory addresses,
i.€., it is invisible to programmers. To achieve register renaming, R10000 implements
register map tables, free lists, active lists, and busy-bit tables. Decoded instructions
are put into three instruction queues w.r.t. the instruction type. R10000 schedules

instructions based on instructions’ locations in the queue instead of instruction age.
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Besides, the round-robin request circuit can raise the priority for old instructions. Two
integer algorithm logical units (ALU), a floating-point adder, a floating-point multi-
plier, a floating-point divide and square root serve as the pool of functional units. The
load/store unit decouples the functional unit and D-cache. R10000 archives in-order
instruction commits for precise interruptions [181] and maintains cache coherence
using snoopy or directory-based protocols.

Different components include various design options. For example, the number of
rows, set associations, and line size together determines a cache design’s compulsory
miss, capacity miss, and conflict miss [84]. The instruction fetch width and decode
width decide the pipeline width of a microarchitecture. The number of re-order buffer
entries can constrain the number of in-flight instructions in the pipeline, i.e., the in-
struction window that microarchitecture used to track and extract instruction-level
parallelism. In addition, how many physical registers, number of specific functional
units, and depth of issue queues are required in the microarchitecture? Different
applications require diverse trade-offs between PPA values. Hence, the optimal con-

figurations for these components remain to be answered.

2.2 Representative RISC-V Microprocessor Imple-
mentations

Unlike other ISAs (ARM, x86, etc.), RISC-V is free for commercial usage. The free
license drives the appearance of many RISC-V microprocessors, some of which are
representatives. Rocket [23] is a six-stage pipeline in-order microprocessor. Son-

icBOOM (often shorted as BOOM) [214] is a ten-stage pipeline out-of-order design.
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XiangShan [200] features advanced microarchitecture optimizations. Xuantie-910 [46]
is an open-source implementation from the industry.

BOOM is an open-source superscalar out-of-order RISC-V microprocessor in academia,
and it has proved to be industry-competitive in low-power, embedded application sce-

narios [22, 44, 214].
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Figure 2.2: BOOM implements a ten-stage pipeline that includes Fetch, Decode, Register
Rename, Dispatch, Issue, Register Read, Fxecute, Memory, Writeback, and Commit.

Figure 2.2 demonstrates the organization of BOOM. BOOM is mainly composed
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of a front end (FrontEnd), an instruction decoding unit (IDU), an execution unit
(EU), and a load-store unit (LSU). FrontEnd fetches instructions from I-cache, pre-
dicting branch target addresses, handling return addresses, and packing consecutive
instructions as a fetch packet to the fetch buffer. IDU decodes instructions retrieved
from the fetch buffer as micro-ops, and dispatch, schedule, and issue them accord-
ing to instruction types. EU integrates various functional units, including dividers,
multipliers, accelerator interfaces, etc. LSU interacts with EU and D-cache, deciding
when to fire memory instructions to D-cache. BOOM implements explicit renaming
logic, short-forward branch optimizations, an advanced branch predictor [172], a loop
branch predictor [171], etc., to improve its overall performance. With high-level hard-
ware description language like Chisel [26], many components and their connections
can be parameterized to support various BOOM microarchitectures. For example,
the parameterization of the size of the branch target buffer [152], return address
stack [180], branch prediction history tables [45], etc., broadens BOOM’s potential to
balance the performance and power dissipation in FrontEnd. We can achieve diver-
gent trade-offs by adjusting these parameters to meet design requirements involving

low-power and embedded computation applications.

2.3 Literature Review

Regarding the problem, researchers and engineers have discussed and proposed many
methodologies.
The industrial solutions primarily rely on the expertise of computer architects.

Simulation environments and PPA models are built for the design space exploration
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[133, 39, 38]. Computer architects decide the optimal microarchitecture configura-
tions based on the experience of historical commercial products and massive analysis
reports from those internal simulation results. IBM T.J. Watson Research Center
developed Turandot, a trace-driven parameterized microprocessor model, and Aria,
an execution-driven trace generator [132, 133]. The simulation environments sup-
port early exploration for microarchitecture issue width, branch prediction algorithm,
cache configurations, etc. The PowerTimer toolset has also been developed for use
in the early-stage microarchitecture power-performance analysis.[39]. The merits of
PowerTimer are the relatively accurate power models derived from analytical equa-
tions with circuit and technology parameters. Hewlett-Packard Laboratories launched
the PICO (program in, chip out) project to automate the design of computer systems
[103]. PICO integrates a parameterized architectural template, a constructor to gen-
erate design from a component library, and an evaluator to measure the quality of
the design [14, 167].

In academia, the methodologies can be categorized as white-box and black-box
approaches. The white-box methodologies investigate the relations between the mi-
croarchitecture design space and PPA values and construct interpretable equations
or rely on graph-based models to characterize [111, 129, 101, 116, 93, 75]. The inter-
pretable equations are built from a first-order microprocessor performance model or
throughput model [141, 100, 62, 185, 63, 43], analytical power model [197, 40, 41, 134,
128, 119, 98], and area model [135, 178]. For example, Karkhanis et al. proposed a
design framework that takes as inputs the design targets, design alternatives, and one
or more application programs [101]. The framework output is the set of out-of-order

superscalar microprocessors that are Pareto-optimal w.r.t. PPA values. On the other
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hand, the graph-based models are from critical path analysis, which is leveraged to
unveil the bottlenecks of a microarchitecture during microexecutions [68, 67, 69, 1377
, 156]. The insights into the microarchitecture derived from the graph-based models
can be utilized as exploration guidance [116, 143, 144, 186, 75, 27]. Lee et al. identify
the microarchitecture’s key performance bottlenecks and estimate the exact impacts
of latency adjustments without launching an extra step of simulations [116]. The
related methodologies are extended to multi-core microprocessors [93].

The black-box methodologies reduce the demand for microexecution analysis and
view the microarchitecture as a black box. With machine learning-based (ML) meth-
ods, black-box methodologies construct PPA prediction models and conduct design
space exploration for microarchitectures [91, 94, 115, 59, 92, 48, 118, 28, 120, 29, 210,
31]. Ipek et al. proposed an exploration algorithm with artificial neural networks
[130]. The models produce highly accurate performance estimates for unknown mi-
croarchitectures in the design space, i.e., achieving 4 ~ 5% average error using 1%
samples from the complete design space [91]. Lee et al. provided a non-linear re-
gression solution to find Pareto-optimal solutions in the microarchitecture design
space [114, 115]. Different non-linear operators are proposed, including square-root
transformation, log transformation, cubic splines, etc. ArchRanker argues that the
information computer architect mostly needs during the DSE process is whether a
given configuration will perform better than another rather than precisely estimating
the performance of that configuration [48]. Therefore, ArchRanker proposed a DSE
algorithm based on RankBoost [70]. RankBoost, an ML model combining ensem-
ble learning and boosting algorithms, is employed to rank predicted PPA values of

different microarchitectures from the design space [215, 166]. Li et al. leverage the
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orthogonal array (OA) sampling [65] and ActBoost algorithm [179] to conduct the
DSE for the GEM5 [36] microarchitecture design space [118].
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Chapter 3

BOOM-Explorer

3.1 Introduction

Recently, RISC-V, an open-source instruction set architecture (ISA), gained much
attention and received strong support from academia and industry. Berkeley Out-of-
Order Machine (BOOM) [22, 44, 214], a RISC-V design fully compliant with RV64GC
instructions [4, 5], is competitive in power and performance against low-power, em-
bedded out-of-order microprocessors in academia. By adopting Chisel hardware con-
struction language [26], BOOM can be parametric, providing great opportunities to
explore a series of microarchitecture designs that better balance power and perfor-
mance for different purposes of use.

Microarchitecture defines the implementation of an ISA in a processor. Due to
different organizations and combinations of components inside a microprocessor, mi-
croarchitecture designs under a specific technology process can affect a micropro-

cessor’s performance, power dissipation, chip area, etc. [159, 78]. Finding a good
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microarchitecture that can accommodate a good balance between power and per-
formance is a notorious problem because of two restrictions. On the one hand, the
design space is extremely large. Its size can be exponential with more components
to consider, e.g., special queues [155], buffers [181], branch predictors [207], vector
execution units [109], external co-processors [23], etc. Thus, we cannot traverse and
evaluate each microarchitecture to retrieve the best one. On the other hand, acquir-
ing metrics, e.g., power, performance, etc., costs a lot of time when we verify one
microarchitecture with diverse benchmarks.

In industry, the traditional solution is based on prior engineering experience from
computer architects [133]. However, it lacks scalability for newly emerged proces-
sors. In academia, to overcome these two obstacles, researchers proposed various
arts, which can be categorized as two kinds of methodologies. First, in view of
the difficulty in constructing an analytical model, researchers can otherwise char-
acterize a microarchitecture design space with fewer samples as much as possible
by leveraging statistical sampling and predictive black-box models. Li et al. [118]
proposed AdaBoost Learning with novel sampling algorithms to explore the design
space. Second, to search for more designs within a limited time budget, researchers
often rely on coarse-grained simulation infrastructure rather than a very-large-scale-
integration (VLSI) flow for register-transfer level designs (RTL) to accelerate the pro-
cess [132, 24, 39, 36]. Moreover, the simulation can be further sped up by decreasing
redundant overhead [151, 106, 33, 66].

Unfortunately, both of these academic solutions contain several limitations. In the
first place, despite the fact that statistical analysis performs well when highly reliable

prediction models can be constructed, it fails to embed prior knowledge of microar-
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chitectures to improve design space exploration further [91, 59, 115]. For another,
coarse-grained simulation infrastructure is used widely to accelerate the simulation.
Nevertheless, most of them lose sufficient accuracy, especially for distinct processors
[80, 18]. The low quality of results is often generated due to the misalignment between
simulation and real running behaviors of processors. More importantly, because it
is difficult to model the power dissipation of modern processors at the architecture
level [119], some infrastructure cannot provide power value [24, 36]. Because of the
aforementioned limitations, academia lacks sufficient discussions on methodologies
that can explore microarchitecture designs, achieving a good trade-off between power
and performance.

In this chapter, following the first strategy, we propose a BOOM-Explorer frame-
work to address these issues. In BOOM-Explorer, without sacrificing the accuracy of
a predictive model, we embed prior knowledge of BOOM to form a microarchitecture-
aware active learning (MicroAL) algorithm based on transductive experimental design
by utilizing BOOM RTL samples among the entire design space as few as possible
[209]. Secondly, a novel Gaussian process model with deep kernel learning functions
(DKL-GP) initialized through MicroAL is proposed to characterize the features of
different microarchitectures. The design space is then explored via correlated multi-
objective Bayesian optimization flow based on DKL-GP [183]. Our framework can not
only take advantage of fewer microarchitecture designs as much as possible but also
help us find superior designs with a better balance between power and performance.

Our contributions are summarized as follows:

e A microarchitecture-aware active learning methodology based on transductive

experimental design is introduced to attain the most representative designs from
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an enormous RISC-V BOOM design space.

e A novel Gaussian process model with deep kernel learning and correlated multi-
objective Bayesian optimization is leveraged to characterize the microarchitec-
ture design space. With the help of DKL-GP, Pareto optimal solutions for

performance and power are explored.

e We verify our framework with BOOM under advanced 7-nm technology. The ex-
perimental results demonstrate the outstanding performance of BOOM-Explorer

on various BOOM microarchitectures.

The remainder of this chapter is organized as follows. Section 3.2 presents pre-
liminaries for BOOM-Explorer. Section 3.3 provides detailed explanations of the
framework. Section 3.4 conducts several experiments on BOOM microprocessor to
confirm the outstanding performance of the proposed framework. Finally, Section 3.5

summarizes this chapter.

3.2 Preliminaries

In this section, we present some preliminaris for BOOM-Explorer, including our mi-
croarchitecture design space, Bayesian optimization, and our problem formulation

based on Problem 2.

3.2.1 RISC-V BOOM Microarchitecture Design Space

As introduced in Section 2.2, microarchitecture design space of BOOM is constructed

according to BOOM’s overall architecture, as listed in Table 3.1. The design space
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of each module is composed of various components, the structure of which can affect
the performance power trade-off and deserve to be optimized. As shown in Table 3.1,
different entries of RAS (RasEntry), branch counters (BranchCount), organization of
I-cache/D-cache (associativity, block width, and size [84]), translation lookaside buffer
(TLB) structures are considered in this section. The column of “Candidate values”
in Table 3.1 denote supported hardware resources. For example, the reorder buffer
is provided to support 32, 64, or 96 entries, and so on. Performance and power are
negatively correlated. Assigning more hardware resources often improves performance
and brings considerable power dissipation. Hence, a good microarchitecture demands
an appropriate compromise across all components’ hardware resources.

Some combinations in Table 3.1 are illegal. A legal combination should observe the
constraints of BOOM design specifications as in Table 3.2. Otherwise, it would fail
to generate reasonable RTL designs. For example, DecodeWidth defines the maximal
instructions to be decoded simultaneously. If a BOOM microarchitecture breaks rule
2 in Table 3.2, the reorder buffer may not reserve enough entries for each decoded
instruction or contain redundant entries that we cannot fully utilize. The last three
rules in Table 3.2 are added to simplify the design space. Their incorporations do not
affect the design of a design space exploration (DSE) algorithm. After we prune the
design space w.r.t. rules in Table 3.2, the size of the legal microarchitecture design

space is approximately 1.6 x 10%.

3.2.2 Bayesian Optimization

Bayesian optimization [213, 183] is widely applied in design space exploration prob-

lems when an evaluation process like the VLSI flow is expensive, as shown in Equa-
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Table 3.2: Constraints of BOOM design specifications.

Rule ‘ Descriptions

1 FetchWdith > DecodeWidth
RobEntry | DecodeWidth *
FetchBufferEntry > FetchWidth
FetchBufferEntry | DecodeWidth
fetchWidth = 2x ICacheFetchBytes
IntPhyRegister = FpPhyRegister
LDQEntry = STQEntry
MemlIssueWidth = FplssueWidth

T “” means RobEntry should be divisible by De-
codeWidth.

00 ~J O U = W N

tion (3.1), where we use minimization as an example.

x* = argmin f(z), (3.1)

reX

where X is the solution space (design space), and f represents the evaluation process,
which maps x to a metric value. The optimal solution z* attains the minimal value
of f(z). The main idea of Bayesian optimization is only to select the potentially
promising microarchitectures for evaluation using the VLSI flow. These solutions are
predicted promising based on what we have known in previous searched samples. A
distinction between DSE using Bayesian optimization and previous black-box meth-
ods is the absence of the need to construct a large dataset for training a black-box
model. We instead progressively explore the design space in an online fashion.
Bayesian optimization consists of a surrogate model and an acquisition function.
A surrogate model is often constructed from the Gaussian process (GP) [195]. It
models f in Equation (3.1) as a generated probability distribution from the GP. The

acquisition function is designed to characterize the relative rankings between differ-
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Figure 3.1: An example of Bayesian optimization (with the EI function): find x, which
attains the maximal value of f(z).

ent solutions based on the probability distribution. In other words, the acquisition
function answers whether x; is better than xy without considering exactly how much
better x; performs than xs. The solution that achieves the acquisition function’s op-
timum is selected as a potential promising/optimal solution. The potential optimal
solutions are then evaluated using the VLSI flow and their corresponding perfor-
mance and power values are utilized to tune the surrogate model. Better solutions
are expected to be explored using the tuned surrogate model with a more accurate
modeled probability distribution. Suppose & denotes a microarchitecture embedding
(??), 7 denotes the current explored best performance/power value. GP character-
izes the evaluation flow with the mean u(x) and the covariance o%(x). The expected

improvement (EI), a popular acquisition function, is shown in Equation (3.2),

El(x) = E[min(f(x) — 7,0)]

. fl@) —p(=) T ()
= E|[min — ,0)] - v o%(x

= o(x)(Ae(z) + ¢(x)),

T—§— p(z)
o(x)

(3.2)

A:

where ®(x) and ¢(x) are the cumulative distribution function and the probabil-
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ity density function of GP, and ¢ is a coefficient to improve the numerical ability.
Figure 3.1 visualizes the optimization procedure for maximizing f(z) with Bayesian
optimization. A surrogate model with GP is built in the z — f(x) space from already-
known samples represented by red dots. The red curve denotes the golden values
(ground truths) for each input x, and the dashed blue curve denotes GP predictions.
The band colored in orange shows the GP prediction uncertainty of each x. If the
band is wider, the uncertainty is larger. The potential optimal solution is selected
according to EI. Namely, point x = 2, which achieves the maximal EI, is chosen as a

potential optimal solution, as shown in the x — EI space.

3.2.3 Problem Formulation for BOOM-Explorer

Definition 1 (Microarchitecture Embedding). Microarchitecture embedding is a fea-
ture vector x, denoting a combination of candidate values given in Table 3.1, and it

satisfies all constraints, as referred to in Table 3.2.

Definition 2 (Clock Cycle). The clock cycle is defined as the clock cycles spent when

a BOOM ezecutes a benchmark. It serves as a proxy for performance measurement.

Definition 3 (Power). Power is defined as the summation of dynamic, short-circuit,

and leakage power dissipation.

With the same benchmark, clock cycle and power are a pair of trade-off metrics.
The lower the cycles, the more power will dissipate when a design integrates more
hardware resources to accelerate instructions execution. Together, they reflect on
whether a microarchitecture design is good or not. Power and clock cycle are denoted

as y.
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Definition 4 (Pareto Optimality). For an n-objective minimization problem, a vector

of objective values f(x) is said to dominate f(x') if

Vie[l,n], fi(z)< fi(x);

Elj € [Ln]? f](iﬂ) < fj(m/>’

(3.3)

where & and x' are two microarchitecture embeddings. Hence, we denote f(x) =
f(x'). Otherwise, f(x) # f(x'). A set of objective values that are not dominated
by any other is called the Pareto frontier. Their corresponding microarchitectures are

termed Pareto-optimal set.

This section aims to explore Pareto optimality defined in Definition 4 w.r.t. clock
cycle and power for various BOOM microarchitectures. A microarchitecture whose
objective values belong to the Pareto frontier cannot improve performance without
sacrificing power, and vice versa. Based on the above definitions, we formulate the

problem.

Problem 2 (BOOM Microarchitecture Design Space Exploration). Given a design
space D, each microarchitecture embedding x € D corresponds to objective values y
in the clock cycle-power space Y. BOOM microarchitecture design space exploration
is to find the Pareto-optimal microarchitecture embeddings set X = {xy, xa, ..., x,},

whose objective values Y = {y1, Yz, ..., yn} C Y formulate the Pareto frontier.
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Figure 3.2: Overview of the proposed BOOM-Explorer.

3.3 The BOOM-Explorer Framework

3.3.1 Overview of BOOM-Explorer

Figure 3.2 shows an overview of BOOM-Explorer. Firstly, the active learning algo-
rithm MicroAL (Section 3.3.2) is adopted to sample a set of initial microarchitectures
from the design space. Domain-specific knowledge is embedded in the initialization
based on the first learned lesson. Secondly, a Gaussian process model with deep ker-
nel learning (DKL-GP) (Section 3.3.3) is then built on the initial set as a surrogate
model. Thirdly, the expectation improvement of Pareto hypervolume (Section 3.3.4)
is applied as the acquisition function. During the DSE procedure, BOOM-Explorer
interacts with the VLSI flow to acquire performance and power values for the se-

lected microarchitectures. Due to the customized algorithm flow, such interactions

27



Algorithm 1 TED (U, p,b)

Require: U is the unsampled microarchitecture design space, p is a normalization
coefficient, and b is the number of samples to draw.
Ensure: X: the sampled set with | X | =b.
LX<« 0, Kyy < f(u,v), Vu,u' € U,
2: fort=1—0bdo

3: T, < arg max Tr[ Kz (Kze + pI) 7 Kyl > Kz, Kzr and Ky are
xel
calculated via f w.r.t. corresponding columns in K.

X+~ XUz, U+ U\ xy;

K < K — Kz, (K:c*m* + NI)ilKac*u;
end for
return The sampled set X;

make the DSE at the RTL level feasible. Moreover, we improve the exploration with
diversity-guided sampling to handle different sub-regions (Section 3.3.5). Finally,
The outputs of BOOM-Explorer are the predicted Pareto frontier and corresponding

Pareto-optimal microarchitectures.

3.3.2 Microarchitecture-aware Active Learning Algorithm

The initial microarchitectures sampled from the design space are critical to construct-
ing a surrogate model for later exploration. A naive solution is to sample microar-
chitecture embeddings randomly [91, 115]. Some advanced sampling techniques with
statistic analysis like orthogonal design [118] are also applied in previous works. Nev-
ertheless, the methods mentioned above are less effective since they require many
VLSI flow interactions while the runtime cost of the VLSI flow is much higher. We
follow two guidelines to design the initialization algorithm. First, the initial microar-
chitecture embeddings should uniformly scatter in the entire design space. Different

PPA trade-offs should be captured via uniform scattering. Second, the diversity of
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these microarchitecture embeddings should represent different characteristics of the
design space as much as possible. Simple characteristics can be described with a few
samples, while complex ones can be described with more samples. Besides, combin-
ing with prior knowledge helps us remove samples unworthy to be evaluated with the
VLSI flow.

In MicroAL, we first perform clustering w.r.t. the decode width (DecodeWidth),
then we conduct transductive experimental design with samples per each cluster.
DecodeWidth in IDU, as referred to in Table 3.1, decides the maximal numbers of
instructions that can be decoded simultaneously, i.e., it determines the width of the
pipeline, as shown in Figure 2.2. It allows more instruction execution parallelism in
the pipeline if DecodeWidth is assigned a considerable value in BOOM, and we also
allocate appropriate hardware resources to other components accordingly. Although
large DecodeWidth leads to remarkable performance improvement, in most cases,
power dissipation increases correspondingly due to more transistors integrated. We
find that the impact of a PPA trade-off by configuring DecodeWidth is significant.

Figure 3.3 visualizes the objective space by clustering w.r.t. DecodeWdith on sam-
pled microarchitecture embeddings. Better microarchitectures will be closer to the
original point in Figure 3.3, indicating higher performance and lower power dissi-
pation. Figure 3.3 demonstrates that the distributions of clusters are highly corre-
lated with the potential Pareto frontier. The entire design space is discrete and non-
smooth. Nonetheless, many microarchitectures with the same DecodeWidth achieve
similar performance-power characteristics within their clusters. We embed this do-
main knowledge in the initialization algorithm. Additionally, within each cluster, we

adopt the transductive experimental design (TED) [209] to sample microarchitectures
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Figure 3.3: Visualization of clusters w.r.t. DecodeWidth.

that best reflect the characteristics of their groups.

The method of TED is a widely used algorithm to construct samples that deserve
to be evaluated with an expensive flow. It tends to choose microarchitecture embed-
dings that can spread across the design space to retain the most information [209]. We
can acquire a pool of representative samples with high mutual divergences by itera-
tively maximizing the trace of the distance matrix constructed on newly sampled and
unsampled microarchitecture embeddings. Algorithm 1 shows the backbone of TED,
where f represents the distance function used in computing the distance matrix K.
It should be noted that there are no restrictions on the choice of distance functions.
The microarchitecture embeddings can be clustered based on DecodeWidth, allowing
us to identify clusters that are most closely related to the Pareto frontier. Within
each cluster, TED is performed to create representative samples. This process leads
to the formulation of MicroAL as described in detail in Algorithm 2.

In Algorithm 2, firstly, we cluster the entire design space according to ®, which
is the distance function with a higher penalty along the dimension of DecodeWidth.

One possible alternative can be ® = (z; — ¢;) " A(x; — ¢;), with i € {1,--- ,|U|} and
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Algorithm 2 MicroAL (U, u,b,n)

Require: U is the unsampled microarchitecture design space, p is a normalization

coefficient, b is the number of samples to draw, n is the number of pre-determined
iterations.

Ensure: X: the initial set with | X| = b.

1:
2:

X «—0;

Randomly initialize k centroids {ecy, ¢, ..., ¢ } from U with k equal to the number
of candidate values of DecodeWidth.

while7 =1 —n do

¢« argmin @ (x; — ¢ ), Vo; € U; > ® is a designed distance function
jef{L,2,...k}
considering DecodeWidth.

Assign x; to C.i, the centroid of which is c.;

121 )
z ]l{CZ:j}:I:i

¢ B € (1,2, k};
‘21 1{ei=5}

7. end while
8: Clusters C « {C1,Cs, ...,Ci} are formulated.

9: for C; C C do
10: X « TED (Ci, 1, L%J), > Algorithm 1
11: X+ X, UX;
12: end for
13: return The initial microarchitecture embedding set X;
j €{1,---  k}, where A is a pre-defined diagonal weight matrix. The procedure runs

n rounds to make the design space sufficiently clustered. Secondly, we apply TED

to each cluster to perform sampling, i.e., line 10 in Algorithm 2. Finally, the initial

microarchitectures that are worth to be estimated with the VLSI flow are constructed.

Each microarchitecture is estimated using the VLSI flow. Our acquisition function is

built based on these microarchitectures and their respective performance and power

values.
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3.3.3 Gaussian Process with Deep Kernel Learning

It is common to build GP models for the initial microarchitectures due to the non-
parametric approximation in terms of reliability in uncertainty estimation, and robust
performance for many applications [124, 125].

Without loss of generality, let X = {@1, xs, ...z, } denote a set of microarchitec-

ture embeddings. The corresponding objective values formulate a matrix,

Yin Y12 - Yim
Yo1 Y22 .- Yom

Y = , (3.4)
ynl ynQ o ynm

where m denotes the number of objectives, and Y is an n x m matrix. The objective
functions { f1, fs, ..., fm}, which characterize how we get the objective values, map an
x toy ={v1,vy2, ..., Ym}. We place an appropriate GP prior on each f, i.e., fi(x) ~
GP(pi,0?), where p; and o? are the mean value function and the covariance function
for the i-th objective, respectively. A non-trivial problem is that the objectives in our
problem are not orthogonal since higher performance often comes with higher power
dissipation. Characterizing individual objectives using independent GP models could
degrade the overall modeling performance. Hence, we introduce multi-task GP models
to handle the difficulty [194]. The main idea of multi-task GP is to model the hidden
mappings based on the objective identities and the observed objective values for each
microarchitecture. Objective identities are scalars utilized to distinguish different

objectives. Hence, a GP prior is also placed between each objective function, as
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shown in Equation (3.5).
cov(fi(z), f;(x) = K[ K*(z, '), (3.5)

where cov(f;(x), fj(x')) is a covariance between f; and f; on two microarchitecture
embeddings « and ', K ZJ; is a positive semi-definite matrix specifying the similarities
between objective i and j, and K7 is a covariance function over & and x’.

Given a newly-sampled microarchitecture embedding x*, the mean value repre-

senting the prediction of an objective value is shown in Equation (3.6)
pi(a®) = i+ (K] @ K* (@, X)) 'S (Y; — ), (3.6)

where Kf is the i-th column of K7 defined in Equation (3.5), p; denote a vector
of i-th objective mean values, and Y; is the i-th column of Y denoting the i-th
objective values in the training data set. The uncertainty of the prediction p;(x*) in

Equation (3.6) is calculated by Equation (3.7).

oi(z") = (K] @ K* (2", a"))~

(2

(3.7)
(K] © K*(2", X)) (K] © K"(X,2"),
where ¥ in Equation (3.6) and Equation (3.7) is obtained from Equation (3.8).
Y= (Ko K*(X,X))+D®1I. (3.8)

The operator ® denotes Kronecker product. In Equation (3.8), D is an m x m
diagonal matrix with o7 as the k-th diagonal element, and I is the identity matrix.

Therefore, the posterior distribution is f;(z* | X,Y;, K, K*) ~ GP(u;(z*), 02(x*)).

)
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The likelihood estimation of the multi-task GP is as shown in Equation (3.9)

_mn
2

5 ()T (R (39)

[ = og27r—%log|Kf]—%log|K$|

n < o 1 -1 T
—§;logcri—§Tr[(Y—F)D (Y —-1)7],

where T is a matrix of p;; corresponding to Y. The parameters describing K/ and
K* are optimized via the maximization of Equation (3.9).

We use deep kernels [196] stacked by multiple linear perceptrons (MLP) with non-
linear transformations to construct the Gaussian kernels, i.e., K and K*. We term
our surrogate model DKL-GP due to the construction of the GP and deep kernel
functions. The use of deep kernels can result in improved performance due to their

strong modeling ability. Thus far, K/ and K* are described by Equation (3.10).

K — (p(g(=,0)),¢(g(z',0))), (3.10)

where ¢ denotes non-linear transformation functions, e.g., the ReLLU activation func-

tion [16], etc., and the MLP g is parameterized by 6.

3.3.4 Correlated Multi-Objective Optimization

Although DKL-GP, as demonstrated in Section 3.3.3, can be utilized to characterize
the uncertainty of predicted clock cycles and power, designing a suitable acquisi-
tion function to find the Pareto frontier remains an unsolved problem. Since clock
cycles and power are a pair of negatively-correlated metrics, we introduce the ex-

pected improvement of Pareto hypervolume (EIPV) [173] to model the trade-off in
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Figure 3.4: An example of hypervolume is shown in the power-performance space. (a) The
region covered in orange is dominated by the currently explored Pareto-optimal objective
values denoted as circles in blue. Circles in purple denote dominated objective values. (b)
The circle in green denotes an explored potential point belonging to the Pareto-optimal set
among the entire design space. EIPV is represented as the area of the sub-region colored
in light green.

the performance-power space.

We denote the points in the performance-power space as Y = {y1,¥ys,...Yn}. As
Figure 5.2 shows, a better performance and power trade-off lies closer to the origin.
Pareto hypervolume is the volume of the area bounded by the Pareto frontier and a
reference point. The reference point is a self-defined point dominated by all objective
values. We use P(Y") to represent the Pareto frontier, i.e., P(Y) ={y; € Y | y; #
vi,Vy; € Y \ {y;}}. Given a reference point v, in the objective space, which is
dominated by P(Y'). The Pareto hypervolume [173] bounded by v, and P(Y), as
the orange region highlighted in Figure 3.4a, can be computed by Equation (3.11).

PVol, (P(Y)) :/ Ly = ved[1— ] Ly 7 ylldy, (3.11)
Y y«€P(Y)
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where 1(-) is the indicator function, which outputs one if its argument is true and
zero otherwise. The integral characterized by Equation (3.11) sums up all bounded
regions. Intuitively, if a new point y,,; is searched out, and y,; is not dominated
by any points in Y, then PVol, (P(Y U{y,+1})) is increased. The increased part is
specified as the improvement of Pareto hypervolume. The larger the increased part,
the better the improvement of Pareto hypervolume is. The EIPV is the expectation
of the improvement w.r.t. potential solution candidates at the (n+ 1)-th optimization

steps. Formally, the EIPV is computed as Equation (3.12).

EIPV(@ 11 | D) = Ey(s(@ns1)p) [PVOlo (P(Y) U f(@n11)) — PVoly,  (P(Y))],
(3.12)
where f is the DKL-GP mentioned in Section 3.3.3, D = {x;, y;}_, is the data set,
and x,; is a newly sampled microarchitecture embedding at the step n + 1. Fig-
ure 3.4b visualizes the EIPV based on Figure 3.4a, where the green region highlights
EIPV(x,.1 | D).

In the performance-power space, we can simplify Equation (3.12) to make EIPV
better computable by decomposing the space as grid cells. Assume vt = {(a?,a3)}.
The union of grid cells can be phrased as C = [a},a?) X [a},a9) x [a2,a}) x [a3,ad) X
LJat),ay™! x [ay,ay ). Denote Chg = {C € C |y % y,Vy € C,y € P(Y)} as
non-dominated cells. Hence, the simplified version of EIPV computation is derived,
as shown in Equation (3.13).

EIPV(Zyi1 | D) = ) / PVol,. (y)p(y | D)dy. (3.13)
CeCya V¢
The relative relations between microarchitecture embeddings x; and @, i.e., whether

x, is better than @, can be precisely described by EIPV. The microarchitecture em-
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bedding a*, which achieves the maximal EIPV, explicitly demonstrates that f(a*) is
the potential Pareto-optimal solution, as shown in Equation (3.14).

x" = argmax EIPV(x | D). (3.14)

xeD

We sample x* each time and evaluate its performance and power values y* via the
VLSI flow. If a generous time budget is available, we can sweep the design space
D using DKL-GP to obtain x*. The advantage of using DKL-GP is that it has low
runtime, making the estimation highly efficient. The pair (*, y*) is added to D. And
we utilize the aggregated D to tune DKL-GP, hoping to sample the following * with

better y* that can dominate already explored points in the design space.

3.3.5 Diversity-Guided Parallel Exploration

Despite the benefits from MicroAL and the negatively-correlated multi-objective
Bayesian optimization flow, we also propose diversity-guided parallel exploration to
further improve the algorithm’s efficiency. With the technique, we can sample and
evaluate more microarchitecture embeddings at the same time. And we also improve
the overall DSE performance effectively.

Although exploring with EIPV is mostly effective, a limitation is also viewed. We
notice that searching via EIPV can lead to local optimum, i.e., it cannot recover the
complete Pareto frontier due to potential “outliers”. Outliers have good properties
in performance and power trade-off but may not have high EIPV. The reason behind
this is that the Pareto frontier tends to group in various regions due to components
impacting the performance and power trade-off in various degrees. Some objective

values with relatively higher EIPV can hide outliers when we do not have a large
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optimization budget. In other words, exploring with EIPV misses such outliers when
insufficient optimization is applied.

Two methodologies can be integrated to explore those outliers with higher Pareto
hypervolume. First, improve the number of samples while maintaining an unchanged
optimization budget with batch optimization. Applying parallel VLSI estimations in
the batch optimization instead of original sequential optimization is necessary. And
the parallelism depends on the number of available EDA tools licenses. Second, em-
bedding domain knowledge or heuristics in the exploration is a good supplement to
the exploration with original acquisition design (discussed in Section 3.3.4). Conse-
quently, we propose a parallel-based exploration by combining two pathways.

In the exploration, we select multiple microarchitectures simultaneously to con-
duct parallel estimations using the VLSI flow. Intuitively, a straightforward way to
select microarchitectures can be achieved according to the ranking of EIPV w.r.t. each
design, as introduced in Section 3.3.4. Conversely, we provide some prior knowledge in
the selection. DecodeWidth (mentioned in Section 3.3.2) contributes more to the per-
formance and power trade-off than other components since modifying DecodeWidth
can lead to distinct clusters shown in Figure 3.3. Except for DecodeWidth, another
component IntPhyRegister, determining the number of integer physical registers, can
also distinctly affect performance and power if a benchmark contains considerable
integer-related instructions. Hence, the Pareto frontier is scattered in multiple sub-
regions, as shown in Figure 3.5. In Figure 3.5, the DecodeWidth equals 1, and other
components differ. We can observe that the Pareto frontier spread across multiple
sub-regions, highlighted in red ribbons in Figure 3.5. An algorithm should inspect

those sub-regions and sample microarchitecture embeddings across them, circumvent-
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Figure 3.5: The DecodeWidth equals 1 for the sampled microarchitectures, and the Pareto
frontier they formulated disperses across different sub-regions, colored in red.
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Figure 3.6: The change of performance and power dissipation w.r.t. IntPhyRegister on
dhrystone and whetstone.
ing trapping into local optimum. Therefore, we propose the diversity-guided parallel
exploration.

MicroAL leverages DecodeWidth as a critical factor to capture the main char-
acteristics of the design space. Similarly, we also notice that IntPhyRegister can

significantly affect the trade-off. Figure 3.6 visualizes such impacts. Dhrystone and
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Algorithm 3 Partition (i)

Require: U is the data set already clustered by MicroAL.
Ensure: The partitioned data set I/’
U +— @;
2: C <+ extract_clusters (U); > C is obtained from line 8 of Algorithm 2
3: for C; C C do
4 for x € C; do
5: U'[C;|[x. IntPhyRegister| « x;
6
7
8

end for
. end for
. return U’;

whetstone are integer instructions-intensive and floating-point instructions-intensive
benchmarks, respectively. When the microarchitecture selects IntPhyRegister from
48 to 112, the performance is improved by 8.52% and dissipates 6.86% more power.
Since whetstone is mainly composed of floating-point instructions, increasing Int-
PhyRegister introduces no change to the performance but worsens power dissipation
more. BOOM implements the unified integer physical register files design, i.e., the
registers hold both committed and speculative values/states.

More integer physical registers help to resolve more integer-related instructions
conflicts, e.g., data dependencies, and provide more support for instruction paral-
lelism. Most commonly-used benchmarks contain many integer-related instructions,
e.g., dhrystone, mm, median, etc. Thus, the impact on the trade-off between per-
formance and power can highly correlate with IntPhyRegister on these benchmarks.
The findings motivate us to propose the backbone for diversity guidance.

We leverage IntPhyRegister to partition the clustered design space by MicroAL,
as demonstrated in Algorithm 3. In Algorithm 3, the clusters are obtained from

MicroAL (line 2), and partitions within each cluster are formulated according to
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Algorithm 4 Diversity-Guided BOOM-Explorer (D, T, u,b,n)

Require: D is the microarchitecture design space, T' is the number of maximal iter-

ations, p is a normalization coefficient and b is the number of samples to draw, n
is the number of pre-determined iterations for Algorithm 2.

Ensure: The microarchitectures X that form the Pareto optimality in D.

1:
2:

10:
11:
12:

13:
14:
15:
16:

Xy + MicroAL (D, u,b,n); > Algorithm 2
Push X to the VLSI verification flow to obtain corresponding clock cycles and
power values Y';
L+ Xo; U<+ D\L;
P « Partition (U); > Algorithm 3
fori=1—T do
Establish and train DKL-GP with (£,Y);
Select b unvisited partitions randomly from P;
for j=1—0bdo
X < argmax EIPV(x | P;); > Equation (3.13)
xzeP;
end for ’
T, < {.’Bl*, Loy o-ny wb*},
Push «, to the VLSI flow to obtain corresponding clock cycles and power
values and add results to Y
L+ LUz, U+ U\ x,;
end for
Construct X from £ that form the Pareto optimality, according to Equation (3.3);
return Pareto-optimal set X;

IntPhyRegister (line 5). Different sub-regions are constructed based on Algorithm 3.

We sample microarchitecture embeddings according to the highest EIPV from each

sub-region, respectively, as Equation (3.15) shows,

' = {argmax EIPV(z' | P;) | j =1,2,..., N}, (3.15)

m’GPj

where P; denotes the partition j, and N is the total number of partitions. The

sampled batch x* is evaluated with the VLSI flow in parallel.

Algorithm 4 details the whole framework. Line 4 performs the partition. Com-

bined with Table 3.1 and MicroAL, the partition operation incurs 25 different sub-
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regions for the design space. We establish and train the surrogate model, DKL-GP,
for each optimization round (line 6) and select unvisited partitions to aggregate the
explored data set (line 7). We maintain a wvisited buffer to record the access times to
a specific partition in line 7. The framework extends the explored data set gradually
(line 13). Finally, the predicted Pareto frontier and corresponding microarchitecture
embeddings are obtained. It is worth noting that Algorithm 4 requires at least b
available EDA tools licenses to implement.

Other solutions could also be leveraged in Algorithm 3 to further improve the per-
formance. First, some partitions can be directly pruned by the expertise. Architects
have predetermined performance or power design goals. The selection of partitions
can be made based on these goals. For example, we prefer to use a wider microar-
chitecture to pursue higher performance. So, we can only focus on partitions with
decode width attaining the maximal value while neglecting other partitions, i.e., we
only focus on “important” partitions. Second, the exploration-exploitation heuristic
can be utilized, similar to the action selection in reinforcement learning [184]. We
decide whether to exploit the current best-known partition that effectively achieves
higher Pareto hypervolume or explore new partitions. The decision could be based
on epsilon-greedy heuristics, upper confidence bound, etc. We leave these discussed

solutions in our future work.

3.4 Experiments

In this section, we conduct comprehensive experiments to evaluate BOOM-Explorer.
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3.4.1 Experiments Settings

We conduct comprehensive experiments to evaluate the proposed BOOM-Explorer.
Chipyard framework [19] is leveraged to compile various BOOM RTL designs. We
utilize 7-nm ASAP7 PDK [190] for the VLSI flow. Cadence Genus 18.12-e012_1 is
used to synthesize every sampled RTL design, and Synopsys VCS M-2017.03 is used
to simulate the design running at 2GHz with different benchmarks. PrimeTime PX
R-2020.09-SP1 is finally used to get power value for all benchmarks.

We utilize Chipyard [19] to generate various BOOM RTL designs. And we use
7-nm ASAP7 PDK [53, 190] for the VLSI flow. Cadence Genus 18.12-e012_1 is used
to synthesize every sampled RTL design with 1 GHz timing constraints, and Synopsys
VCS M-2017.03 is used to simulate the design with different benchmarks. PrimeTime
PX R-2020.09-SP1 is leveraged to get power values for all benchmarks. All experi-
ments are conducted in 80 cores of Intel(R) Xeon(R) CPU ET7-4830 v2 @ 2.20GHz
with 1 TB main memory.

In the settings of BOOM-Explorer, DKL-GP is stacked with three hidden layers,
each of which has 1000, 500, and 50 hidden neurons, respectively, and it adopts
ReLU as the non-linear transformation for deep kernels. The Adam optimizer [107] is
used, with an initial learning rate equal to 0.001. BOOM-Explorer performs Bayesian
exploration with 9 iterations. All experiments together with baselines are repeated

10 times, and we report corresponding average results.

3.4.2 Benchmarks, Baselines & Evaluation Metrics

To assess each microarchitecture, we employ a set of benchmarks selected from

bare models [1]. These benchmarks include median, mt-vvadd, whetstone, mm, etc.
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Figure 3.7: Comparisons between the predicted Pareto frontier and the real Pareto frontier
of BOOM microarchitectures.

The benchmarks have covered all kinds of RV64G instructions, e.q., integer-related,
floating-point numbers-related, memory-related instructions, etc., and each bench-
mark focuses on testing specific instruction features. For example, mm focuses on
multi-threaded memory reads and writes operations. Since a BOOM design needs
to handle various applications rather than specific instruction categories, we average
the clock cycles and power values from these benchmarks to denote the design’s per-
formance and power. After warming up the design by executing the benchmark, we
proceed to measure the performance and power for a specific BOOM configuration.
This process allows us to obtain accurate performance and power values for the given
microarchitecture, taking into account any initial variability or transient effects that

may occur during the warm-up phase.
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Several representative baselines are compared with the diversity-guided BOOM-
Explorer. The ANN-based method [91] (shorted as ASPLOS’06) stacks ANN as
the performance model for a multiprocessor to conduct DSE. The regression-based
method [115] (termed HPCA’07) leverages regression models with non-linear trans-
formations to explore the performance-power Pareto frontier for POWER micropro-
cessors. The AdaBoost-RT-based method [118] (abbreviated as DAC’16) utilizes
the orthogonal design sampling [65] and active learning-based AdaBoost regression
tree models [179] to explore an Alpha21264-like microprocessor 36, 123]. The arts
mentioned above proved effective in exploring microarchitecture parameters in their
works, respectively. Therefore, it is requisite to compare these methodologies with
our proposed methodology. The high-level synthesis (HLS) predictive model-based
method [121] (named DAC’19) exploring the HLS design is also chosen as our baseline.
Although the starting point is different, their method proved robust and transferable.
We also compare diversity-guided BOOM-Explorer with traditional machine learn-
ing models, including support vector regression (SVR) and tree-based approaches
such as random forest, XGBoost [47], and tree-structured Parzen estimator approach
(abbreviated as NIPS’11) [35]. In addition, we compare previous state-of-the-art
Bayesian optimization approaches [34, 187] with our proposed methodology since
both methods adopt the same optimization framework but are distinct in the design
of initialization, surrogate model, and acquisition function. We name the two state-
of-the-art approaches as NIPS'19 and NIPS’22, respectively. For fair comparisons,
the experimental settings of the baselines are the same as those mentioned in their
papers. In traditional machine learning algorithms (SVR, random forest, and XG-

Boost), since they are not fit for Bayesian optimization due to unavailable predictive
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uncertainties, we leverage simulated annealing [189] to explore the design space. We
also compare the proposed methodology with the sequential optimization version of
BOOM-Explorer [28]. All algorithms explore the same design space, as defined in
Table 3.1. In our future work, we will delve into more intricate design spaces that en-
compass branch prediction algorithms, prefetching, and additional objectives, such as
area metrics. However, one caveat is that there is a resemblance between microarchi-
tecture and area values, akin to power values, where a larger area usually corresponds
to higher power dissipation. Meeting higher performance requirements often entails
employing more hardware resources, which, in turn, leads to a larger area.

To compare the diversity-guided BOOM-Explorer with all baselines, we utilize
multiple metrics. These metrics include the Pareto hypervolume, the average distance
to the reference set (ADRS), and the overall running time (ORT). Pareto hypervolume
and ADRS are two widely used metrics in estimating the performance of DSE among
multiple objectives. As mentioned in Section 3.3.4, the Pareto hypervolume measures
the volume of the space enclosed by all solutions on the explored Pareto frontier and a
user-defined reference point, where the computation of Pareto hypervolume is defined
in Equation (3.11). The ADRS computes the average distance between the predicted
Pareto frontier and the real Pareto frontier, providing insights into the quality and
proximity of the solutions to the golden results. Equation (3.16) lists the computation

of ADRS.

1 :
ADRS(T', Q) = ] > min f(7, w), (3.16)
vel’

where f is the Euclidean distance function, I' is the real Pareto frontier, and € is the
predicted Pareto frontier. The ORT measures the total running time of algorithms,

including initialization, exploring, and the VLSI runtime cost. The higher the Pareto
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Table 3.3: Normalized Experimental Results for Pareto hypervolume, ADRS & ORT.

Methodologies N;)/r;i' P‘dreto Hg;igolume Vlii). rm‘. AEI;?O Norm. ORT
SVR 1.1519 1.0000x 0.2400 | 1.0000x 1.0000x
Random Forest 1.1794 1.0238x 0.2263 | 0.9430x 0.9763 x
XGBoost 1.3152 1.1417x 0.2171 | 0.9046x 1.0102x
ASPLOS’06 [91] 1.3266 1.1516x 0.1948 | 0.8116x 0.9436 %
HPCA’07 [115] 1.3218 1.1475% 0.1907 | 0.7949x 0.8544 x
NIPS’11 [35] 1.3547 1.1760x 0.1723 | 0.7181x 0.7506 %
DAC’16 [118] 1.3886 1.2055x 0.1473 | 0.6141x 3.0102x
DAC’19 [121] 1.3395 1.1628 x 0.1884 | 0.7852x 0.8973x
NIPS’19 [34] 1.5496 1.3452x 0.1178 | 0.4908x 0.3567 %
NIPS’22 [187] 1.5625 1.3564 x 0.1426 | 0.5944x 0.4436x
BOOM-Explorer w/o MicroAL [28] | 1.4665 1.2731x 0.1441 | 0.6006x 0.3307x
BOOM-Explorer [28] 1.6280 1.4132x 0.1145 | 0.4773x 0.3555 %
Diversity-guided BOOM-Explorer | 1.6362 1.4203 % 0.0915 | 0.3815x% 0.3533x

hypervolume, the lower the ADRS and ORT, the better the DSE algorithm is.

3.4.3 Evaluation Results

Figure 3.7 shows the predicted Pareto frontier obtained by the baselines and diversity-
guided BOOM-Explorer. The results show that the Pareto frontier generated by
BOOM-Explorer and its diversity-guided version is much closer to the actual Pareto
frontier in general. Moreover, the diversity-guided BOOM-Explorer improves the
results visually.

The normalized Pareto hypervolume, ADRS, and ORT results are listed in Ta-
ble 3.3. Three summaries can be drawn from Table 3.3. First, BOOM-Explorer
achieves an average of 18.75% higher Pareto hypervolume, 35.47% less ADRS, and
65.38% less ORT compared to all baselines. Specifically, BOOM-Explorer outper-
forms ASPLOS’06, HPCA’07, DAC’16, and DAC’19 by 70.13%, 66.55%, 28.65%, and

64.54% in ADRS, respectively. Meanwhile, it accelerates the exploration by more than
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88.19% compared with DAC’16. The improvement achieved by our method over pre-
vious approaches stems from a customized algorithm design explicitly tailored to the
problem at hand. Our method asks for fewer estimations using the VLSI flow while
effectively modeling the design space with as few samples as possible. Second, Mi-
croAL contributes 11.00% and 20.53% to exalt the Pareto hypervolume and ADRS.
The results are obtained from the comparison between BOOM-Explorer and BOOM-
Explorer w/o MicroAL. It also illustrates that without MicroAL, the performance
of BOOM-Explorer would be close to DAC’16. If more time budget is allowed, we
expect better results received from BOOM-Explorer. Third, incorporating diversity
guidance as a key enhancement, we achieve a significant improvement in the ADRS,
surpassing BOOM-Explorer by 20.09% with comparable ORT. The improvement on
ADRS is larger than the Pareto hypervolume, demonstrating that “outliers” can be
explored. As discussed in Section 3.3.5, these outliers pertain to similar or smaller
EIPV but closer to the real Pareto frontier. It is worth noting that we partition the
design space w.r.t. IntPhyRegister, as discussed in Section 3.3.5. Hence, the proposed
method has a better effect when we target to optimize for integer-intensive applica-
tions. Additionally, previous state-of-the-art approaches (NIPS’19 and NIPS’22) re-
ceive a relatively good Pareto hypervolume and smaller ADRS more efficiently than
other baselines. Like random forest and XGBoost, the NIPS’11 baseline [35] adopts
tree-based structures as the surrogate model but uses Bayesian optimization. The
NIPS’19 [34] and NIPS’22 baselines [187] leverage information-theoretic acquisition
function designs. Although, these baselines perform well in general DSE problems.
They achieve mediocre results compared to diversity-guided BOOM-Explorer largely

due to the missing customization in the algorithm design such as tightly coupled with
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Figure 3.8: Performance and power comparisons of explored BOOM microarchitectures for
different methodologies with more benchmarks.

expert knowledge.

3.4.4 Comparison of Pareto-Optimal BOOM Microarchitec-

tures

We compare Pareto-optimal microarchitectures explored by proposed algorithms and

human implementations [22, 44, 214] on more benchmarks to study how each BOOM
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microarchitecture balance the performance and power. The Pareto-optimal microar-
chitectures have similar parameter settings, as listed in Table 3.4.

Pareto-optimal designs found by BOOM-Explorer and diversity-guided BOOM-
Explorer have the same decode width as the two-wide BOOM. However, the Pareto-
optimal design reduces hardware components on the branch predictor (i.e., RasEntry,
BranchCount, etc.), entries of the reorder buffer, etc., but enlarges instructions issue
width, load queue (LDQ), store queue (STQ), etc. Moreover, it has different cache
organizations, e.g., different associate sets. Because LSU introduced in Section 2.2
tends to become a bottleneck of the microarchitecture, the Pareto-optimal design
increases hardware resources for LDQ and STQ), increasing associate sets and miss
status handling register (MSHR) entries for D-cache to overcome more data conflicts.
Furthermore, the Pareto-optimal design found by diversity-guided BOOM-Explorer
reduces the resources of return address stack (RAS) and branch target buffer (BTB)
since they affect the trade-off less for the same branch prediction algorithm [172].
It also reduces the instruction issue slot but increases the I-cache associative sets.
Both Pareto-optimal designs achieve a better trade-off on power and performance
by reducing redundant hardware resources while increasing necessary components on
critical paths [68].

We evaluate these microarchitectures with more benchmarks. Table 3.4 shows the
average clock cycles and power values for all these benchmarks. These benchmarks
are chosen from different application scenarios, e.g., add-int, add-fp, etc. are from
ISA basic instructions, iir, firdim, etc. are from DSP-oriented algorithms [216],
compress, duff, efc. are from real-time computing applications [112], etc. Figure 3.8

shows the comparison of performance and power values, respectively. For all of these
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benchmarks, BOOM-Explorer’s design runs approximately 2.11% faster and, at the
same time, dissipates 3.45% less power than the two-wide BOOM. The solution from
diversity-guided BOOM-Explorer achieves 2.18% faster and 3.99% better on power

dissipation than human implementations.

3.4.5 Effectiveness of MicroAL

To assess the effectiveness of MicroAL, we conduct an ablation study on the effective-
ness of MicroAL. We investigate the integration of MicroAL to some baselines, which
allows us to modify the initialization algorithm that is not tightly coupled with the
exploration procedure. Specifically, we conduct MicroAL with SVR, random forest,
XGBoost, ASPLOS’06 [91], HPCA’07 [115], NIPS’11 [35], NIPS19 [34], and NIPS’22
[187].

Figure 3.9 lists the comparative results on the Pareto hypervolume and ADRS
when we integrate MicroAL to baselines. Two summaries are drawn from Figure 3.9.
First, integrating MicroAL into baselines can improve an average of 8.06% Pareto
hypervolume, and 12.15% ADRS. For example, when we integrate MicroAL into
SVR, the Pareto hypervolume can be increased by approximately 18.08% while the
ADRS is reduced by a large margin. Second, MicroAL can have negative effects
on some benchmarks like NIPS’19 [34]. Although integrating MicroAL to NIPS’19
[34] results in a similar Pareto hypervolume, it degrades the ADRS by 25.16%. We
argue that the reason behind the phenomenon is that we leverage single-task GP
models to individually model the performance and power. In contrast, the samples
generated by MicroAL are highly different. Therefore, the built surrogate models

are rather “weak”. On the other hand, objective-related features can be utilized to
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capture the distinctions between MicroAL’s samples. So, a good co-design between

the initialization and the surrogate model is significant.

3.5 Summary

In this chapter, BOOM-Explorer is proposed to search for Pareto optimality among
the microarchitecture design space within a short time. We develop MicroAL and
DKL-GP embedded in Bayesian optimization, through which we can learn good de-
signs with a better trade-off between power and performance via maximization of
EIPV. To the best of our knowledge, this is the first work introducing automatic
design space exploration solution to the RISC-V community. We expect to see a lot
of researches in our community to further improve microarchitecture design space

explorations of processors.
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Chapter 4

Reinforcement Learning Pathway

4.1 Introduction

The instruction set architecture (ISA) is the interface between software and hard-
ware. RISC-V, an open standard ISA, has garnered significant attention from both
academia and industry nowadays. The microarchitecture determines how a particular
microprocessor is implemented given an ISA. It sets the cornerstone for a micropro-
cessor’s overarching design points: performance, power, and area (PPA).
Nevertheless, it is challenging to design a microarchitecture efficiently to achieve
pre-determined PPA design goals for target workloads (computation-bound or memory-
bound programs) with manual efforts. Computer architects often rely on design space
exploration (DSE) to find appropriate solutions. Those solutions can maximize per-
formance and minimize power and area for target workloads. DSE is an iterative,
trial-and-error, and non-trivial procedure due to two factors. First, the design space

is enormous and complicated. It comes from the high complexity of a microarchitec-
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Figure 4.1: An overview of an example microarchitecture. Instructions fetched from I-cache
are sent to functional units (e.g., ALU, LD/ST, etc.) for execution. Register files (RF) save
temporary data. Reorder buffer (ROB) achieves precise interrupts [181]. Components are
highlighted with diverse colors, and the same color denotes a similar function.

ture, such as shown in Figure 4.1, which includes different components responsible
for implementing specific functions [46, 78]. Second, evaluating the PPA values of
a single microarchitecture design requires an extremely high runtime. For example,
cycle-accurate simulators or EDA tools are often leveraged in the evaluation, resulting
in several days, even weeks to get PPA values for one design. Thus, it is a fond dream
for architects to iterate the design space and retrieve optimal solutions.

Previous methodologies have been proposed. In industry, architects’ expert knowl-
edge is a heuristic to guide the DSE. However, it is a concern that personal bias can
lead to sub-optimal solutions. In academia, both analytical and data-driven meth-
ods have been proposed. The analytical methods conduct interpretable equations to
describe relations between microarchitectures and PPA values for various workloads.
Karkhanis and Smith (2007) adopted interval analysis to construct such equations.

However, the analytical model requires much expert knowledge, and is unscalable for
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newly-emerged microprocessors. Data-driven methods are utilized accordingly when
we lack accesses to experts. The microarchitecture is viewed as a black box. Chen et
al. (2014) employed a ranking model. Li et al. (2016) applied statistical sampling and
AdaBoost learning. Bai et al. (2021, 2023b) proposed a Bayesian optimization-based
framework. Such data-driven methods generally outperform analytical methods ow-
ing to many advanced machine-learning techniques [120, 210]. However, they are not
free of criticism. Blindly exploring microarchitectures (purely driven by the algorithm
rather than tightly coupled with expertise) can be naive since architects already know
the characteristics of most designs [27].

In this chapter, we follow the approach of previous data-driven methods but with
key distinctions: our method removes prior unrealistic assumptions, and our solu-
tion is deeply integrated with expert knowledge. Previous data-driven methods often
assume a positive correlation between the PPA difference and feature embeddings
of microarchitectures. On the contrary, the assumption does not hold in general.
Our RL solution is free of such assumptions. Moreover, using the microarchitecture
scaling graph, we tightly embed the expert knowledge to formulate the Markov deci-
sion process (MDP). The scaling graph encodes the sequential decision precedences
of the microarchitecture components. Accordingly, we propose a multi-objective RL
framework based on the MDP. The framework enables the automated RISC-V mi-
croarchitecture design with a single agent for different PPA design preferences. It
is worth noting that our solution focuses on RISC-V to promote chip agile design
methodology [117] due to the forecast that RISC-V could motivate competitive com-
mercial products over x86, ARM, etc., for many applications in the future. Our main

contributions are as follows:
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1) We propose an MDP model with the microarchitecture scaling graph, embracing
architects’ expertise and providing strong prior knowledge for our agent.

2) We embed the PPA design preferences into RL and re-formulate the multi-
objective optimization to a unified dynamic-weighted reward signal. It is helpful
since this feature allows agents to explore microarchitectures for different PPA design
preferences online.

3) We propose a lightweight environment to accelerate the learning process. With
calibrated PPA models, we accelerate the learning process by over 100x times com-
pared to using EDA tools only [211].

4) Our experiments use representative RISC-V microprocessors and evaluate with
commercial EDA tools at 7-nm technology. Results show that our method can
achieve an average of 16.03% PPA trade-off improvement over prior state-of-the-
art approaches with 4.07x higher efficiency. And the solution qualities outperform
human implementations by at most 2.03x in the PPA trade-off.

The remainder of this chapter is organized as follows. Section 4.2 presents prelim-
inaries for the reinforcement learning pathway. Section 4.3 provides detailed descrip-
tions of our reinforcement learning framework. Section 4.4 illustrates the rationales
of our methodology. Section 4.5 conducts several experiments on BOOM micropro-
cessor to confirm the outstanding performance of the proposed framework. Finally,

Section 4.6 summarizes this chapter.
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4.2 Preliminaries

In this section, we introduce preliminaries for the reinforcement learning pathway,
including microarchitecture PPA modeling, microarchitecture scaling graph, and cor-

responding problem formulation.

4.2.1 Microarchitecture PPA Modeling

Computer architects use various tools to evaluate PPA values of microarchitecture
designs. When the register-transfer-level design (RTL) ! is available, EDA tools are
necessary to report PPA values. The PPA evaluation flow with EDA tools includes
steps like logic synthesis, placement and routing, netlist simulation, etc. When the
RTL implementation is unavailable, pre-RTL simulation infrastructures like micropro-
cessor performance simulators are used to report first-hand PPA values. Compared
to EDA tools, pre-RTL simulation infrastructures are less accurate. In this section,
we propose a lightweight RL environment to couple the pre-RTL simulation infras-
tructures with EDA tools, i.e., improve the modeling accuracy of pre-RTL simulation
infrastructures without sacrificing efficiency. Specifically, we leverage GEM5 [36, 123],

a performance simulator, and McPAT [119] as our fundamental PPA modeling tools.

4.2.2 Microarchitecture Scaling Graph

Since the microarchitecture scaling graph first appeared [63], computer architects

relied on it to study mechanistic microexecutions [42, 43].

'Register-transfer level design (RTL) is a description of hardware implementations using pro-
gramming languages such as Verilog and VHDL.
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Figure 4.2: An overview of the microarchitecture scaling graph. Colors are matched with
Figure 4.1.

The microarchitecture scaling graph is directed, elucidating the scaling precedence
constraints between components, as shown in Figure 4.2. Nodes are components, and
directed edges are scaling precedences. According to Figure 4.2, an interplay exists
between the pipeline width and issue width. The pipeline width and issue width
determine the ROB size, while the ROB size decides the issue buffer size, load/store
(LD/ST) buffer size, etc. The scaling graph is derived from extensive simulations
and architects’ discussions. The relations unfolded by the scaling graph are general
for mainstream microarchitectures due to a widely applied typical von Neumann

architecture.

4.2.3 Problem Formulation for Reinforcement Learning Path-
way

Given the microarchitecture design space, the problem is to find the solution to Equa-

tion (4.1) within a limited time budget.

m%)a:[Perf(s), —Power(s), —Area(s)],
sebn
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where D is an n-dimensional microarchitecture design space, and s is a vector to
parameterize a design (feature embedding of a microarchitecture). Perf, Power, and

Area are PPA values, respectively.

4.3 Methodology

In this section, we introduce our reinforcement learning framework.

4.3.1 Overview

We propose an RL solution framework with customized MDP (S, A, P, R) formula-
tion, as shown in Figure 4.3. The state space S is the design space. The action space
A is the candidate set of components’ types or corresponding hardware resources
listed in Table 5.1. The components’ types refer to a type of branch predictor, cache
replacement policy, etc., and hardware resources specify the queue, buffer, or stack
sizes. P is the state transition. The reward space R involves all the vectorized PPA
values. In the training, the agent learns to generate appropriate partial components
stepwise given sampled PPA preference vectors to formulate the complete microar-
chitecture. In the DSE, the trained agent produces solutions w.r.t. a fixed PPA
preference specified by architects.

The PPA preference space is incorporated into our framework since the microar-
chitecture design is faced with diverse workloads. High-performance computing sce-
narios emphasize performance more, while embedded applications push pressure on
high power efficiency and area efficiency. Different PPA preference vectors denote

architects’ design goals, and our single agent benefits from the PPA preference-aware
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DSE with the proposed framework.

4.3.2 Combine RL w. Microarchitecture Scaling Graph

We combine RL with the microarchitecture scaling graph via a practical episode
design. In each step of an episode, the agent produces partial components. The
episode ends until a complete microarchitecture is formulated.

The state of a microarchitecture is encoded as a vector with each element de-
noting a selection of a particular component parameter. Elements are masked for
undefined components and masks are removed progressively as more components are
determined by advancing the step. The action space is correlated with the step
since different components relate to distinct action candidates. Each step determines
one component. Once the complete microarchitecture is generated, we adopt the
lightweight environment to evaluate the reward r(Perf, Power, Area). Otherwise, the
reward is zero. The precedence of decision-making among components follows the
scaling graph, as the graph unveils cause-and-effect relations between different com-
ponents. Another noteworthy point is that the action space is changed in each step,
leading to the output misalignment for a single agent. We apply a typical engineering
trick: the normalization of action probability to deal with it [168].

The rationale for the episode design is that we place strong prior knowledge for
the agent. The prior knowledge is derived from the scaling graph, revealing the com-
ponents’ decision priority. For example, the pipeline width determines the maximal
instructions fetched simultaneously. And the structure of the issue unit is then de-
cided based on the width. Because the issue unit adjusts instruction issue rates based

on how many instructions are fetched by the front-end and buffers those instructions
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for the back-end (see Figure 4.1). Hence, our episode design explicitly provides such
domain knowledge for the agent. As shown in Figure 4.3, once a PPA preference
and the pipeline width are specified, the agent first determines the appropriate issue
queue sizes, with the following determinations involving fetch queue size, type of a
branch predictor, etc., sequentially. Although relations between some components
are not uncovered from the scaling graph (e.g., the issue buffer size and the number
of physical registers indicated in Figure 4.2), we determine their structures in a fixed

order within an episode.

4.3.3 Dynamic-weighted Reward

Since a single agent cannot handle multiple objectives simultaneously, a weighted

summation is applied in the reward computation, as listed in Equation (4.2).

r = r(Perf, Power, Area) - (o, 3,7)" (4.2)

where «, 3, and v are weights controlling the PPA trade-off. We align the reward
optimization with our objectives via normalizing Perf, Power, and Area, i.e., max-
imizing the reward equals maximizing the performance, and minimizing the power
and area.

However, weights can be changed as architects’ PPA design goals vary. A trans-
parent limitation is that the agent needs to be retrained once the weights are changed.
Accordingly, an online adaptation for changed weights is necessary. That is, the single
agent can handle the changing coefficients «, 5, and v without learning from scratch.

It motivates us to embed the PPA preference space into the framework.
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4.3.4 Embed Preference Space into RL

The PPA preference space @ is the set of preference vectors ¢ = («, 3,), which bal-
ance the PPA values in various degrees and satisfy the simplex constraints, i.e., Vi, ¢; >
0, > ,¢; =1. We embed ® into RL, making the agent learn the convex coverage set
(CCS) w.r.t. Equation (4.2) [158, 157]. Hence, a single agent can maximize r without
retraining or fine-tuning in the DSE when ¢ is changed.

CCS is the convex subset of the Pareto frontier, as formulated in Equation (4.3).

CCS = {r € PF(R) | s

Jp c d,rep’ >7'¢p" \Vr' € PF(R)},

where PF(R) is the Pareto frontier of R, and PF(R) = {r | #r' = v ,Vr,¥r' € R}
2. Pareto frontier is a set of microarchitectures whose PPA values represent the best
trade-off. Equation (4.3) indicates that optimal solutions can attain the maximal r
(see Equation (4.2)) for a specific ¢.

To facilitate the agent’s learning of the CCS during training, a generalized Bellman
optimality equality is applied [204]. The generalized equality is an extension from the
single objective Bellman optimality. The main idea is to optimize the policy towards

maximal r given a particular ¢, as shown in Equation (4.4).

Q(S, a, d)) = T(S7 a) + CES’NP(-|8,G)T(Q(8,7 a, d)))a
T(Q(S/’ a, ¢)) =arg maxr Q(Slv alv ¢/)¢T’

Q decaplce

(4.4)

where ( is a discount factor. Q(s,a, ¢) is the state-action vector when s is the state,

a is the action, and ¢ is the preference vector. T(Q(s,a, ¢)) is Q, which attains the

2" > r denotes that each element of 7’ is better than 7.
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Figure 4.4: Optimization procedure with Equation (4.4).

maximal r via traversing the action space A, and sampled ¢’ 3.

Figure 4.4 details an example optimization with Equation (4.4) in the performance-
power space, given ¢. Before applying Equation (4.4), we sample multiple different
¢, and ¢,, holding an insight that the agent can learn to generate other policies
according to varied preferences. At state s, the agent is faced with actions a; and a,.
Under ¢, and ¢, four rewards are highlighted with blue and red colors. Ultimately,
the policy is optimized with Q(s, as, ¢) since it achieves the maximal reward among
all rewards.

Our RL framework adopts the asynchronous advantage actor-critic (A3C) [131] in
favor of high training efficiency over PPO [170] or SAC [81]. The actor is a policy net-
work used to generate an action. The critic evaluates the complete state to determine

whether the optimization becomes better or worse than expected. The gradients of

3The size of A at each step is small, allowing us to traverse efficiently. However, since ® is an
uncountable set, we sample multiple ¢ in the training and compute T (Q(s’,a, ®)) based on these
samples otherwise.
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the actor 6, is listed in Equation (4.5).

V0. =k Ve, H(m(s4;0,))+
o (4.5)
Een» Vo, log 7o, (ar | 1) A(sr,ar, ¢)9],

t=0

where A(sy, at, @') = Q(8t, ar, @) — V (s, @') is the advantage function featuring rel-
atively low variance, £ is a trajectory following the policy 7w, and 8, denotes parame-
ters of the actor. The entropy of the policy 7 is incorporated in optimizing the actor
(H(m(s;0,)). It can prevent the agent from always selecting the currently found best
action. A coefficient x controls the strength of entropy regularization. For the critic,
Equation (4.6) gives the loss function with an L2 normalization applied between two

state-action vectors.

Lo =pl(Q" — Q(s,a,¢';6.)) " [|3+
(1 - p)HQ* - Q(87 a, ¢/7 00)”%7

(4.6)

where p is a coefficient to balance these two terms, 6. denotes parameters of the critic,
and Q* is obtained from Equation (4.4). The first term in Equation (4.6) enforces
optimizing the critic network w.r.t. the maximal reward shown in Equation (4.2). The
n-step TD errors [150] is leveraged. However, Equation (4.5) requires many transition
samples to give a relatively accurate gradients approximation for a steady and stable
improvement. We employ the generalized advantage estimator (GAE) to handle it

[169], as listed in Equation (4.7).

N

Ty = Z()\C)N_n(”'Hk + Virra(8t, @) — Vigr(se, @), (4.7)

n=0

where A is a coefficient controlling the strength of the exponential-weighted average.
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4.3.5 Conditioned Actor-Critic Network

The input of our actor and critic networks is the concatenation of state and corre-
sponding preference vectors. The preference vectors serve as conditional inputs to
the actor and critic networks. Both networks are multilayer perceptrons with leaky
ReLU as the activation function. The intuition of the concatenation is to support
the online adaptation of changed preferences for agents. Hence, many policies are

optimized on-the-fly [13].

4.3.6 Accelerate Learning via Lightweight Environment

Training the agent with pre-RTL simulation infrastructures as the RL environment
is inaccurate while using EDA tools in the loop is inefficient. So, we propose a
“lightweight” environment to combine the merits of both modeling flows, which the
“lightweight” refers to that our environment can achieve a speed-up of 100x ~ 110x
in PPA estimation compared to using EDA tools in the training loop.

The lightweight environment is based on the calibration, which is set up before the
RL training [211]. We leverage the EDA flow in the calibration as a PPA ground truths
generation flow. And we adopt the pre-RTL simulation infrastructures as feature
extraction flow. The extracted features encode knowledge to microarchitectures and
workloads, e.g., queue, buffer, or stacks’ number of reads and writes, number of
load and store instructions, etc. Supervised learning is then applied to train PPA
black-box models such as XGBoost [47] separately, with the loss function defined in

Equation (4.8).

L=1f(s,e,p) =yl (4.8)
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Figure 4.5: Overview of the PPA calibration.

where f is a black-box model. s, e, and p are inputs of the model, denoting state,
cycle accurate simulation statistics, and other PPA-related features (e.g., leakage and
sub-threshold power, etc.), respectively. g is the ground truth. Figure 4.5 provides
an overview of the calibration flow. In the RL training and DSE, a microarchitecture
is initially evaluated using pre-RTL simulation infrastructures and is calibrated with
trained PPA black-box models. Furthermore, we duplicate the environment into

multiple instances, permitting higher training parallelism.

4.3.7 Training Details

Algorithm 5 shows the pseudo-code of the actor-learner thread of our RL algorithm
based on A3C [131]. Firstly, the replay buffer B, weight parameters for the actor and

critic, and a PPA preference vector are initialized (lines 1 to 2, and line 5). Secondly,
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Algorithm 5 RL Training of an Actor-learner Thread

Require: D™: microarchitecture design space, ®: the PPA preference space, N: the
number of steps for TD error estimation, n: the size of a minibatch, E: maximal

10:
11:
12:
13:

14:

15:
16:
17:

18:
19:
20:

training budget.
Initialize the replay buffer B.
Parameterize the actor and critic with 8, and 8,;
fore=1— EF do
Synchronize thread-specific parameters 8, and 8. from 68, and 0,;
Sample a PPA preference vector ¢ € ®;
fort=0— N —-1do
observe state s; € D;
Sample an action a; ~ w(a; | st, ¢; 0. );

Receive an immediate vector reward r; and the following state s;,; from

the lighweight environment;
Store transition (8, as, 7y, S411) in B;
if update then
Sample a minibatch of transitions (s;,a;,7;, 8;41) from B;
Sample n PPA preferences W = {¢y, ..., ¢, } C P;
Update values
T(V), = { ri, St %s the terminal 'state; 7
T*, 8;41 is not the terminal state.
r*=r;+Carg mar V(sji1,@;0.)¢], andi={1,2,...,n}.

7
V adeap'cd

Compute 70, with 6_; > Equation (6)
Compute /0, with 6 ; > Equation (5)
Perform asynchronous update of 8, using /6., and update of 8, using
v0..
end if
end for
end for
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the trajectories of an episode are stored following the PPA preference vector ¢ (lines 7
to 10). Thirdly, we perform a generalized Bellman optimality equality to update state
vector values according to Equation (4) (lines 12 to 14). Finally, gradients w.r.t. the

actor and critic are computed, and asynchronous updates are leveraged (lines 15 to

17).

4.4 Why RL?

Previous data-driven methods apply statistical analysis [118], Gaussian process [28],
etc. However, a limitation can be observed. Most previous methods attribute the
degree of PPA difference to the distance between feature embeddings of microarchi-
tectures. For example, the Gaussian process assumes the existence of such relations
[28, 195]. On the contrary, we find the relation does not hold generally, and demon-
strate it with an anti-example shown in Figure 6.2. M1 is the baseline microarchitec-
ture. M2 changes the branch predictor [172], M3 reduces the decode width, and M4
decreases branch speculation tags. t-SNE [188] is utilized to visualize the embedding
distances to M1. Notwithstanding that M2 and M3 have the same distance to M1,
they incur different PPA value gaps to M1. M3 has 8.54%, 3.00%, and 5.09% smaller
PPA values than M1. M2 demonstrates a more substantial difference, i.e., 13.09%,
23.75%, and 14.48% lower PPA values than M1. The embedding distance between M1
and M2 is closer than that between M1 and M4. However, compared with M2, M4’s
PPA values are even closer to M1, i.e., M1 outperforms IPC by 0.36% *, dissipating

3.67% more power and 1.39% larger area than M4.

4Instruction per cycle (IPC) is a performance metric.
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from EDA tools, and the visualization of embeddings distances.
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Our RL solution can remove unrealistic assumptions. Thus, it alleviates the lim-
itations of prior data-driven methods. However, RL might be one of many remedies

while our MDP formulation can capture the structure of the problem.

4.5 Experiments

In this section, we conduct comprehensive experiments to evaluate our reinforcement

learning framework.

4.5.1 Owur Microarchitecture Design Space Specification

We evaluate the proposed RL framework with representative in-order and out-of-
order RISC-V microprocessors, Rocket [23] and different scales of SonicBOOM [214]
(categorized by “pipelineWidth”), as shown in Table 5.1. We include cache structures,
branch predictors, functional units, load/store units, issue units, etc., in the design
space. The Rocket and SonicBOOM design space size is 5.18 x 10° and 1.02 x 106,

respectively.

4.5.2 Experimental Settings & Baselines

All experiments are conducted on 80 Quad Intel(R) Xeon(R) CPU E7-4820 V3 cores
with a 1 TB main memory. The PPA values reported in the main results are from
commercial EDA tools. Specifically, the performance, power, and area values are
obtained from Synopsys VCS M-2017.03, Synopsys PrimeTime PX R-2020.09-SP1,
and Cadence Genus 18.12-e012_1 with 7-nm technology [53]. Code is publicly available

at https://github.com/baichen318/rl-explorer.
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Design | Component | Parameters | Candidate
Branch RAS 0:12:3 7
: BTB.nEntries 0:56:14
predictor R Firies | 0 1024 : 256
nWays 1,2,4
I-cache nTLBWays 1:32:4
Rocket Functional FPU 1,2
it mulDiv 1,2,3
VM 1,2
nSets 32,64
nWays 1,2,4
D-cache nTLBWays 4:32:4
nMSHRs 1,2,3
Branch Type 1,2,3
predictor maxBrCount 4:22:2
fetchBufferEntries 6:46 : 2
IFU fetchWidth 4,8
ftq.nEntries 12:64:4
pipelineWidth 1:5:1
Small ROB 24:160: 4
Medium PRF intPhysRegisters 40: 176 : 8
Large numFpPRF 34:132:6
Mega fpPhysRegisters 1:5:1
Giga ISU numEntries 6:52:2
SonicBOOM dispatchWidth 1:5:1
LDQ 6:32:2
LU STQ 6:36:2
nWays 4,8
I-cache nSets 32,64
nWays 4,8
D-cache nSets 64, 128
nMSHRs 2:10:2

" The values are start number:end number:stride, e.g., 0 : 12 : 3
denotes the entries of RAS can be 0, 3, 6, etc., until 12.

Table 4.1: RISC-V Micro,?zzlrchitecture Design Space



The coefficient x in Equation (4.5) is set as 1, p in Equation (4.6) is 0.5, A in
Equation (4.7) is 0.95 and the discount factor ¢ in Equation (4.7) is 0.99. Adam
optimizer is used, and the initial learning rate is 0.001.

We compare our method with current state-of-the-arts, 7.e., Bayesian optimization-
based [28] (ICCAD’21), Adaboost-based [118] (DAC’16), ranking-based [48] (ISCA’14),
and human efforts [23, 214]. The baselines are implemented according to the origi-
nal papers. We use towers, vvadd, spmv from official RISC-V tests as workloads in
the DSE. Results on more workloads are also elucidated. To compare the efficiency
of algorithms fairly, all baselines adopt the lightweight environment, but searched

solutions are re-evaluated with EDA tools.

4.5.3 Accuracy of Lightweight PPA Models

We use the Kendall 7 and the mean absolute percentage error (MAPE) to measure
the accuracy of lightweight PPA models. The higher the Kendall 7 and the lower the
MAPE, the more accurate the lightweight PPA models are.

Figure 4.7 and Figure 4.8 list the accuracy of lightweight PPA XGBoost models
and the ratio of microarchitectures in the training data set leveraged in the calibration
flow for Rocket and Large SonicBOOM. In the first row, the blue line “GT = Pred”
visualizes the error when PPA models are trained using the entire training data set.
For Rocket, the lightweight PPA models achieve MAPE values of 1.3539%, 1.6482%,
and 2.7452%, respectively, along with Kendall 7 values of 0.95, 0.82, and 0.91. For
Large SonicBOOM, The Kendall 7 are 0.93, 0.95, and 0.94 for PPA models, respec-
tively, indicating acceptable accuracy when using these models in the RL framework.

However, a question arises of how much data set is needed in the calibration flow.
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Figure 4.7: The accuracy of lightweight PPA models, and MAPE and Kendall 7 curves
w.r.t. the calibration data size.

We answer the question by testing PPA models trained on different scales of training
data set for unseen designs until the Kendall 7 and MAPE cannot be improved fur-
ther. Results are shown in the second row of Figure 4.7 and Figure 4.8. For Rocket,
it is worth noting that by leveraging over 80% training data set, i.e., approximately
640 different designs, the two curves (MAPE and Kendall 7) tend to be stable. By
leveraging around 800 ~ 900 SonicBOOM microarchitecture designs, the Kendall 7

for PPA modeling results can achieve higher than 0.92.

4.5.4 RL Training

Figure 4.10 displays the RL training metric curves for Large SonicBOOM, which

include PPA values and specific values of PPA preference vectors. Different PPA
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preference vectors are sampled throughout the training, resulting in perturbed PPA
values received in each episode. ITPC curves are increased gradually and flattened
eventually as trained with more episodes. Power and area values are changing in
response to divergent PPA preference vectors.

?7? lists the RL training metric curves for Rocket and the different scales of other
SonicBOOM. Similar to Figure 4.10, PPA values change in response to different PPA
preference vectors.

When the PPA preference vector is fixed during training, we expect to observe
increasing [PC values alongside decreasing power and area values. However, due to
the sampling of divergent PPA preference vectors during training, the PPA values

that achieve the optimal trade-off also change, resulting in curve fluctuations. And

7



IPC

Area (mm?)

1.6 +

1.5 ¢

200 400

Episode
S
=
o
<
&
A
R S
| ‘ A
200 400
Episode Episode
——IPC —— Power —— Area

Figure 4.9: RL training status of Large SonicBOOM.

78



for different designs, the changes in these curves are different.

4.5.5 Comparison w. Human Efforts & Prior Arts

Three metrics: Perf/Power, Perf/Area, and (Perf x Perf)/(Power x Area) are used
in the experiments. These metrics measure how much performance per watt, per-
formance per area, and PPA trade-off a microprocessor can attain. The higher the
values, the better the power/area efficiency of the microprocessor. In the DSE, we use
predetermined PPA preference vectors for different scales of SonicBOOM. The pref-
erence vectors are (1/12,1/12,10/12), (1/7,1/7,5/7), (1/3,1/3,1/3), (5/7,1/7,1/7),
and (10/12,1/12,1/12) for Small, Medium, Large, Mega, and Giga SonicBOOM,
respectively. We use (1/3,1/3,1/3) for Rocket. These preference vectors are used
in the RL to identify optimal designs and to calculate scalar rewards for solutions
obtained through the baseline algorithms. We facilitate fair comparisons between
different methodologies by comparing the solutions that yield the maximal reward
among our method and the baseline algorithms in the abovementioned three metrics.
The rationale behind setting such preference vectors is to emphasize specific design
priorities based on the scale of the microprocessors. We prioritize higher power and
area efficiency for small microprocessors, as reflected in the preference vectors. On
the other hand, for larger microprocessors, we emphasize higher performance. For
the middle scale of SonicBOOM, i.e., Large SonicBOOM, we aim for a higher degree
of balance among the PPA values.

Table 4.2 lists the results. The relative runtime for exploration is also reported.
Explored Rocket and nearly all scales of SonicBOOM by our method are better than

prior works and human efforts. In summary, our solutions achieve an average of
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24.64%, 17.13%, and 6.33% than ICCAD’21, DAC’16, and ISCA’14 in PPA trade-
off, respectively. Moreover, the RL solutions outperform human efforts up to 2.03x
better in (Perf x Perf)/(Power x Area). And our method can find those solutions
using an average of 4130.89 seconds, i.e., 4.07x higher efficiency than baselines. For
Medium SonicBOOM, power/area efficiency is comparable since our solution trades

4.13% more performance than ISCA’14.

4.5.6 Analysis w. More Workloads

We analyze explored microarchitectures with more workloads to study how RL so-
lutions outperform other methods and human implementations. Figure 4.11 and
Figure 4.12 list related results for Rocket and different scales of SonicBOOM.

In the case of Small SonicBOOM, our solution demonstrates an average im-
provement of 8.80%, 8.38%, and 16.86% in Perf/Power, Perf/Area, and (Perf x
Perf)/(Power x Area), respectively, compared to state-of-the-art approaches. For
Medium SonicBOOM, our solution shows improvements of 10.03% and 14.81% in per-
formance per watt and PPA trade-off respectively. In Mega SonicBOOM, our solution
achieves an average PPA trade-off improvement of 6.13% over baseline algorithms,
while for Giga SonicBOOM, the corresponding improvement is 14.27%. Notably, in
certain workloads, our solution prioritizes power and area trade-offs, leading to higher
performance per watt or increased area efficiency. In larger scales of SonicBOOM,
our solution obtains an average of higher performance, demonstrating that our RL
agent can target different preferred solutions by given PPA design goals.

Specifically, for Large SonicBOOM, the areas for human implementations, ISCA’14,
DAC’16, ICCAD’21 and ours are 3.21, 2.54, 2.67, 3.67, and 2.56 in mm?, respec-
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tively. While human implementations and the ICCAD’21 solution achieve higher
performance on most workloads, they require more area and dissipate more power,
resulting in a lower performance per watt or PPA trade-off. Compared to human
implementations, our solution demonstrates significant improvements in three met-
rics by factors of 1.35x%, 1.23x, and 1.66x, respectively. Additionally, it outperforms
the baselines with average improvements of 7.74%, 12.47%, and 21.15% in the cor-
responding metric values. Our solution adopts a Gshare branch predictor, 16KB
I-cache, and 32KB D-cache. The PPA trade-off is further enhanced by increasing
integer issue queue sizes and removing redundant resources. Our solution achieves a
superior PPA trade-off by selecting a more suitable branch predictor, cache structures,

and a balanced allocation of resources for queues, stacks, and buffers.

4.6 Summary

We propose an RL solution to deal with automated RISC-V microarchitecture de-
sign. Our solution removes unrealistic assumptions and is tightly coupled with expert
knowledge. Experiments show that our method on RISC-V Rocket and SonicBOOM
achieves an average of 16.03% PPA trade-off improvement over prior state-of-the-
art approaches with 4.07x higher efficiency. And the solution qualities outperform

human implementations by at most 2.03x in the PPA trade-off.
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Chapter 5

Microarchitecture DSE Open

Benchmarking Platform

5.1 Introduction

The chip development cycle involves many steps, including architecture specifica-
tion, hardware design implementation, logic synthesis, place and routing, verification,
etc., which requires a high workforce and cost input [162]. Microarchitecture explo-
ration, i.e., making decisions on various structures of processor components, aiming
to deliver a product that can balance performance, power, and area (PPA) well, is
the critical step in the chip development cycle. It is often conducted on software
simulators at the early design stage, targeting to study different trade-offs among
various components at a coarse granularity.

As technology node advances, the design complexity of a chip (# gates / cm?)

continues to grow at a compound annual growth rate (CAGR) of around 58%, while
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the design productivity (# gates / staff-month) is at approximately 23% [2]. In-
spired by the agile development paradigm in software engineering, which facilitates
fast product prototype delivery, agile chip design is empowered by high-level hardware
description language to mitigate the gap between the design complexity and produc-
tivity [117, 154, 127]. We can conduct microarchitecture design space exploration at
the circuit level via electronic design automation tools following the agile chip design
paradigm [28]. Such exploration is conducted at a finer granularity, provides more
optimization opportunities at the front-end design stage when software simulators are
not constructed, and alleviates the non-recurring engineering costs in the back-end
design stage.

The problem is non-trivial to solve due to two difficulties. On the one hand,
the microarchitecture design space is large. In industry, although the design space
can be pruned by expert knowledge from CPU architects, the left solution space
size is still relatively large to handle [133, 103]. On the other hand, evaluating a
single microarchitecture requires a high runtime cost. Because of these challenges,
researchers and engineers have proposed various methodologies to figure them out by
using analytical models [101] or data-driven black-box models [91, 115, 118, 28].

To boost electronic design automation (EDA) research, we build up microarchi-
tecture DSE open benchmarking platform for the contest of computer-aided design
(CAD) at the International Conference on Computer-Aided Design (ICCAD) [6].
The ICCAD CAD Contest allows industrial companies to share various design prob-
lems and cases. At the same time, it encourages researchers in academia to study
the state-of-the-art integrated circuits design challenges and advance problem-solving

techniques. We serve as the topic chair of the ICCAD CAD Contest in 2022, formulate
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the research topic of microarchitecture exploration as a contest problem, and deliver a
dataset based on RISC-V Berkeley Out-of-Order Machine (BOOM) [22, 44, 214] and a
microarchitecture DSE open benchmarking platform for all contestants [49]. Contes-
tants can innovate and estimate their algorithms using the dataset and platform. We
hope the contest platform can promote a research passion for the research topic and
expect to see practical algorithms proposed by researchers can help the community
and industry embrace more profits from the microarchitecture exploration.

The remainder of this chapter is organized as follows. Section 5.2 presents the
contest objective. Section 5.3 provides detailed descriptions of our open benchmarking
platform. Section 5.4 illustrates the evaluation with our benchmarking platform.

Finally, Section 5.5 summarizes this chapter.

5.2 Contest Objective

This contest problem aims to develop a practical, efficient, and accurate microarchi-
tecture design space exploration algorithm. In this contest, we provide large-scale
microarchitecture benchmarks to evaluate contestants’ solutions. We expect novel
ideas to be inspired and applied in industrial product delivery. We also hope that
this problem can facilitate innovative researches on microarchitecture design space

exploration.

5.2.1 Problem Formulation for CAD Contest

We use a vector & to denote a microarchitecture embedding (Section 5.3.1), the

element of which specifies assigned hardware resources of a component for the mi-
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croarchitecture.

Based on Definition 4, our problem is formulated, as shown below.

Problem 3 (Microarchitecture Design Space Exploration). Given a design space
D = {xy,xs,...,x,}, experiment [ maps the design space D to PPA metric value
space Y = {y1,Y2, ..., Yn}. The microarchitecture design space exploration is to find

X C D, whose objective values are P(Y') as far as possible.

5.3 Benchmark Suite

We construct a design space for RISC-V BOOM. The design space contains 15,633
different microarchitectures and corresponding PPA metric values. In this section,

we detail the microarchitecture design space and the data set format.

5.3.1 Microarchitecture Design Space in the Benchmark Suite

We divide RISC-V BOOM microarchitectures into nine boxes w.r.t. their functions
for convenience in determining the design space. Moreover, we have leveraged expert
knowledge to prune the microarchitecture design space and remove illegal designs,
1.e., designs that fail to generate a register-transfer-level model. The microarchitec-
ture design space is as listed in Table 5.1.

Each number in Table 5.1 is an index, which specifies the detailed parameters,
as listed in Table 5.2 and Table 5.3. For example, if the ISU chooses an number 2
in Table 5.1, then the structure of the ISU is MEM.DW = MEM.IW = INT.DW =
INT.IW = FP.DW = FP.IW = 1, and MEM.QE = INT.QE = FP.QE = 6. There are
15,633 combinations of different boxes according to Table 5.1, i.e., 15,633 RISC-V
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BOOM microarchitectures are created.

5.3.2 Dataset Format

The dataset is a two-dimensional matrix with the shape of n x (m+4), where n is the
total number of microarchitectures, .e., 15633. The number m equals the dimensions
of a concatenated vector. Specifically, the concatenated vector is formulated from

different microarchitecture features, as shown in Equation (5.1)

V = CONCAT (FetchWidth, DecoderWidth, ..., D-TLBWays), (5.1)

where FetchWidth, DecoderWidth, etc., are values obtained from Table 5.2 and Ta-
ble 5.3 w.r.t. corresponding columns. The four additional columns denote the VLSI
flow’s performance, power, area, and runtime cost.

The PPA metric values of each microarchitecture are obtained from electronic
design automation tools, a specific technology node, and a set of benchmarks. The
performance and power values are the averages of the benchmarks since a microar-
chitecture should be optimized against various benchmarks/applications rather than
a specific test case. The runtime cost of the VLSI flow includes RTL generation, logic
synthesis, netlist simulation, power analysis, etc. For different scales of microarchitec-
tures, the runtime cost varies. Since the dataset is constructed before performing the
design space exploration, optimizers mimic the VLSI flow by accessing the dataset to

retrieve the PPA metric values and the VLSI runtime cost.
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5.4 Evaluation

This section introduces the microarchitecture DSE open benchmarking platform and

evaluation metrics for contestants’ submissions.

5.4.1 Overview of Benchmarking Platform

We provide a microarchitecture DSE open benchmarking platform for the problem
to facilitate convenient implementation of the solver without considering the cumber-
some handling procedure of the input and output. The open benchmarking platform
is open-sourced to the public, allowing contestants to check the overall design space
exploration flow. Contestants can easily install the benchmarking platform via “pip3
install iccad-contest”.

Figure 5.1 illustrates the design space exploration flow w.r.t. online and offline
cases. The offline optimization flow constructs a model once and uses the model
to sweep the design space and retrieve the target microarchitectures, as shown in
Figure 5.1a. Since the computation runtime with the model for a design is much
lower than the VLSI flow, we can efficiently sweep the design space. According to
Figure 5.1b, the online optimization flow constructs a model with an initial design set
and corresponding PPA metric values. The flow samples designs from the solution
space according to the model. The PPA metric values of sampled designs are then
obtained from the VLSI flow. We can tune the model on a design set with known PPA
metric values, i.e., designs which have already been estimated with the VLSI flow,
including the initial designs. If the algorithm’s termination condition is satisfied, the

Pareto-optimal microarchitectures are acquired from already explored designs.
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Figure 5.1: (a) Offline design space exploration flow. (b) Online design space exploration
flow.

95



10

11

12

13

14

15

16

17

18

20

21

5.4.2 Benchmarking Platform Solution Implementation

Contestants should implement the solver with the contest benchmarking platform via

Python programming language.

from iccad_contest.abstract_optimizer import AbstractOptimizer

from iccad_contest.design_space_exploration import experiment

class YourAlgorithm(AbstractOptimizer):

primary_

import = "iccad_contest"

def __init__(self, design_space):

nnn

nnn

build a wrapper class for an optimizer.

parameters

design_space: <class "MicroarchitectureDesignSpace">

AbstractOptimizer.__init__(self, api_config)

# do whatever other setup is needed

# ...

def suggest(self):

nnn

get a suggestion from the optimizer.
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def

returns
next_guess: <list> of <list>
list of “self.n_suggestions™ suggestion(s).
each suggestion 1s a microarchitecture embedding.
"
# do whatever ts needed to get the parallel guesses
# ...

return x_guess

observe(self, X, y):

nnn

send an observation of a suggestion back to the optimizer.

parameters

x: <list> of <list>
the output of “suggest .
y: <list> of <list>

corresponding values where each "z  %s mapped to.

nnn

# update the model with new objective function observations
# ...

# no return statement needed
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47

48 1if __name__ == "__main_

49 # this is the entry point for experiments, so pass the class to
— “experiment_main_entry” to use this optimizer.

50 # this statement must be included in the wrapper class file:

51 experiment (YourAlgorithm)

Code 5.1: Template of the solution implementation using AbstractOptimizer as the base
class.

1 descriptions = {

2 "sub-design-1": {

3 "Fetch": [1],

4 "Decoder": [1],

5 "Isu": [1, 2, 3],
6 "IFU": [1, 2, 3],
7

8 }

o }

10

11 components_mappings = {

12 "Fetch": {

13 "description": ["FetchWidth"],
14 " [4]

15 },

16 "Decoder": {
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18

19
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22

23

24

25

26

27

28

29

30

31

32

33

34

35

36

37

38

39

"description": ["DecodeWidth"],

mive [1]
1,
"ISU": {
"description": [
"MEM_INST.DispatchWidth", "MEM_INST.IssueWidth"
"MEM_INST.NumEntries", "INT_INST.DispatchWidth",
"INT_INST.IssueWidth", "INT_INST.NumEntries",
"FP_INST.DispatchWidth", "FP_INST.IssueWidth",
"FP_INST.NumEntries"
1,
"i": [1, 1, 8, 1, 1, 8, 1, 1, 8],
"2": [1, 1, 6, 1, 1, 6, 1, 1, 6],
"3": [1, 1, 10, 1, 1, 12, 1, 1, 12]
1,
"TFU": {
"description": ["BranchTag", "FetchBufferEntries",
— "FetchTargetQueue"]
"iv: [8, 8, 16],
"or: [6, 6, 14],
"3": [10, 12, 20]
1,
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Code 5.2: Data structure definition of the design space.

Listing 5.1 details the template of the solution implementation with the contest
benchmarking platform. Contestants need to implement an optimizer inherited from
AbstractOptimizer. The base class provides two critical functions, i.e., suggest
and observe. The suggest function generates samples, while will be evaluated with
the VLSI flow, i.e., access the dataset introduced in Section 5.3.2. The observe takes
action the benchmarking platform retrieves the PPA metric values from suggestions
provided by suggest. Within observe, contestants can visualize each suggestion’s
PPA metric values and design the optimization strategy accordingly. The base class
also provides a variable to control the early stopping criterion for contestants, i.e., by
setting the variable, the optimizer can terminate before the pre-determined stopping

iteration numbers.

$ python3 random-search-optimizer.py -h

usage: random-search-optimizer.py [-h] [-o OUTPUT_PATH] [-u UUID] [-s

< SOLUTION_SETTINGS] [-q NUM_OF_QUERIES]
ICCADHQQ Contest Platform - solutions evaluation

optional arguments:

-h, --help show this help message and exit

-o OUTPUT_PATH, --output-path OUTPUT_PATH contest output path
— specification

-u UUID, --uuid UUID wuniversally unique identifier (UUID) specification
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ot

-s SOLUTION_SETTINGS, --solution-settings SOLUTION_SETTINGS solution
— submission specification
-q NUM_OF_QUERIES, --num-of-queries NUM_OF_QUERIES the number of queries

— specification

Code 5.3: Benchmarking platform help menu.

$ python3 random-search-optimizer.py -o output -u

— "00ef538e88634ddd9810d4034b748c244d" -q 20

[INFO]: summary for the solution, the best Pareto hypervolume:
— 37.59654046710655, the best Pareto hypervolume difference:

— 66.67984662813456 cost: 164902.3422778734.

Code 5.4: Example command of benchmarking platform.

5.4.3 Application Programming Interface for Design Space

The application programming interface (API) for microarchitecture design space is
accessed via self.design _space in the base class AbstractOptimizer.

The variable self.design space provides a data structure to organize the design
space as illustrated in Section 5.3.1.

The design space is automatically parsed to construct the data structure by the

benchmarking platform, as shown in Listing 5.2. Contestants leverage APIs offered by
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the benchmarking platform to access the data structure. Furthermore, they can define

dedicated operations with the data structure in their optimizer implementations.

5.4.4 Benchmarking Platform Command Usage

We provide a series of example optimizers for contestants to familiarize themselves
with the benchmarking platform. These example optimizers include exploration with
online/offline linear models, Gaussian process models, etc.

Contestants can benchmark their implementations with a few arguments. Assume
the source code of the implemented optimizer is with the name “random-search-
optimizer.py”. The help menu is as shown in Listing 5.3

According to the help menu, an example command to benchmark the implemen-
tation is shown in Listing 5.4.

The command will initialize the benchmarking platform with a random seed pro-
vided by the “-u” option and query the dataset 20 times. It can generate many meta
information and the implementation results, which are saved inside the “output”

directory.

5.4.5 Benchmarking Platform Evaluation Metrics

The optimizers implemented by contestants are evaluated with two metrics, 4.e., Pareto

hypervolume difference and the overall running time (ORT).
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Norm. Perf.

Norm. Area

Figure 5.2: (a). An example overview of the Pareto hypervolume in the two dimensional
space (b). An example overview of the Pareto hypervolume in the three dimensional space,
i.e., power, performance, and area.

Pareto Hypervolume

Pareto hypervolume is the Lebesgue measure of the space dominated by the Pareto-
optimal set P(Y) bounded by a reference point v,es [28], as shown in Equation (5.2).

PVol,,,(P(Y)) = / Uy # el ]

[y, £ ylldy, (5.2)
Y- €P(Y)
where 1(+) is the indicator function, which outputs 1 if its argument is true and 0
otherwise. The integral characterized by Equation (6.3) sums up all regions bounded
by P(Y) and vyes.
Figure 5.2a visualizes the Pareto hypervolume in f; — f, two-dimensional space.
Suppose we want to minimize f; and fo. Thus, we say x is better if its corresponding
point (fi(x), fa(x)) is closer to the coordinate origin. The orange point is a refer-

ence point v,¢. Four points are colored in purple and denote non-dominated points;

green points are dominated points. The area shaded with gray is the Pareto hyper-
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volume. Intuitively, if a new point is searched out and not dominated by any points,
PVol, . (P(Y U{ynew})) is increased, i.e., the shaded area is enlarged. In our contest
problem, we are dealing with PPA metric values. A better microarchitecture has
higher performance, but lower power dissipation and smaller area. Figure 5.2b visu-
alizes the Pareto hypervolume in the PPA metric space. The contest platform has
normalized all PPA values for microarchitectures. Thus, a better design has higher

normalized performance, power, and area values.

Overall Running Time

Overall running time (ORT) measures the total time of algorithms, including the
submission of contestants’ algorithms and the time spent on the VLSI flow.

Total Score

Based on industry experience, we design an approximate scoring function w.r.t. Pareto
hypervolume difference and ORT.

ORT — 46

a e —

7 ,ORT > 6
score = PVol,, , - : (5.3)
Te T _
o+ |y|, ORT < ¢

where « is an ORT score baseline, equal to 6, and 6 is a pre-defined ORT budget,
equivalent to 2625000. It is worth noting that if the ORT is six times larger than 6,
then the final score will be negative. Hence, a better solution achieves a better total

score, i.e., lower Pareto hypervolume difference and ORT as much as possible.
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Problem details
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ICCAD Contest Platform is the platform to benchmark your submissions. All codebase is based on Python programming language. Please follow the instruction to implement your answers.
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Visit the page to submit your answer.
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Visit the page to check the latest ranking. The following submission deadline for the ranking s 8/10, 17:00:00 (GTM+8), 2022. The ranking list wil be updated accordingly.
Miscellaneous information

Please visit the ICCAD Contest for more information

Figure 5.3: An overview of the online ranking.

5.4.6 Online Ranking

We provide contestants with an online ranking platform since the dataset discussed
in Section 5.3.2 is not disclosed to the public. The ranking platform, as shown in Fig-
ure 5.3, accepts contestants’ answers submissions, and releases corresponding results,
1.e., Pareto hypervolume difference, ORT, and the ranking among the participated
contest teams to the public. Contestants can submit their optimizers multiple times

and adjust the implementation strategies according to the published results.

5.5 Summary

Microarchitecture design space exploration is an important research topic. We formu-
late the topic as a ICCAD CAD contest problem. To facilitate the contest problem,
we provide a benchmark suite, a benchmarking platform, and the ranking platform
for contestants. We expect a practical, efficient, and accurate solution to further

research on this topic.
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Chapter 6

ArchExplorer

6.1 Introduction

The microprocessor design cycle at the concept phase (logic level details are un-
available) requires abundant performance-power-area (PPA) trade-off evaluations.
Architects rely on practical algorithms to explore optimal architecture parameters,
achieving sweet PPA balance within a limited time budget. For example, five of Ten-
storrent’s competitive RISC-V microprocessor implementations are fast prototyped
based on one design within a year to face diverse PPA design targets [8].
Microarchitecture exploration is a design space exploration (DSE) problem aiming
to find performance-power-area Pareto-optimal microprocessor parameters. Archi-
tects are often confronted with billions or trillions of parameter combinations. And
one combination takes high runtime to acquire the PPA results via detailed simula-
tions. The problem is not new, and the industry and academia have proposed many

solutions.
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In industry, microarchitecture parameters are determined upon extensive simu-
lation results analysis and the expertise of architects. However, the fact that archi-
tects’ domain knowledge can fall into a personal bias is a concern. The question
remains whether the solution given by architects is optimal or how many bene-
fits we can gain based on a sub-optimal solution. In academia, researchers adopt
mechanistic models or black-box methodologies. Mechanistic models investigate the
relations between PPA values and microarchitecture parameters by unfolding the
microexecutions. Interpretable equations are constructed for a single component
[84, 152, 85, 182] or the entire microprocessor [141, 101, 63]. Microarchitecture
exploration is conducted by sweeping the design space or fast evaluation with the
mechanistic model. Nevertheless, the model requires immense domain knowledge
to build and verify. More commonly-applied solutions use black-box methodologies
[111, 103, 208, 39, 91, 115, 59, 25, 48, 118, 60, 28]. The methods train a black-box
model with machine-learning techniques via a large data set. Researchers prefer them
since better results are often achieved [91, 115, 48, 118, 28]. However, black-box meth-
ods are not a silver bullet. They require high computing resources to construct the
data set for training [91, 48]. Another criticism of the black-box method is that blindly
(purely driven by the algorithm rather than tightly coupled with expertise) exploring
microarchitectures seems naive since architects already know the characteristics of
most designs.

Goal and Approach: We aim to solve the problem by evading the limitations of
current mainstream methodologies. Specifically, we circumvent the massive domain
knowledge access required by building mechanistic models and mitigate the high

computing demands of black-box methods. The key to achieving the goal is DSFE

107



via automated bottleneck analysis, where the bottlenecks are the factors that hinder
the program execution progress. We reduce the demand for expert knowledge via
automated bottlenecks detection and elimination. Meanwhile, our method asks for
fewer computing demands compared to black-box methodologies.

Rationales: Assume a perfect machine has unlimited hardware resources. The fac-
tors constraining the perfect machine’s performance are only the program’s true data
dependencies (viz., read-after-write dependencies). While in a real machine, architec-
ture parameters like the instruction queue entries set the resource constraints. Due
to the constraints, contentions for limited resources exist in the microexecution. And
the contention produces two distinct types of resources: 1) deficient and exhausted
and 2) abundant and idle. Hence, a real machine leads to unbalanced usage of re-
sources. The usage dependencies of deficient resources are another factor that blocks
instructions from progressing. A balanced microarchitecture can simultaneously max-
imize the utilization of each hardware resource. In other words, the microarchitecture
makes the best use of every resource. We refer to a bottleneck as insufficient hardware
resource, which is exhausted by instructions and results in high program runtime. Ac-
curate and efficient identification of types of hardware resources is the first principle
to finding a balanced microarchitecture.

Findings and Design Principles: Jouppi decoupled the microprocessor perfor-
mance into benchmark and machine parallelism [95]. Our observation is that the
relations between resource constraints and machine parallelism are similar to the

cask effect !. Namely, the most insufficient resource largely determines machine par-

!The cask effect is a terminology from the Peter principle [153]. It states that in a hierarchy,
every employee tends to rise to its level of incompetence. We adopt the term to broadly summarize
the insight of our approach.
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Figure 6.1: A visualization of the design space for 458.sjeng. Each microarchitecture
is reduced to two-dimension through t-SNE [188] to facilitate the visualization of
PPA distributions.

allelism. For example, assigning more to such resources can achieve 23.05% perfor-
mance improvement, and the PPA trade-off becomes 27.42% better. To identify the
type of resource, two requirements should be satisfied. The utilization status of each
resource in the microexecution should be captured. And whether the overlapping
events matter for the execution time should be considered. The latter requirements
call for a global view of the entire microexecution, which the critical path can rep-
resent [68]. We summarize two design principles for DSE via bottleneck analysis.
First, the dependencies contributing to execution time should be captured as much as
possible. Approximate the resource utilization more accurately benefits the DSE. Sec-
ond, concurrent events should be distinguishable. The distinguishability is essential
in accurately estimating bottleneck contributions to the execution time. Accord-
ingly, we propose a new graph model formulation based on critical path analysis
[116, 143, 144, 186, 75] to implement the two design principles.
Contributions:

1) The design principles and a new graph model formulation to characterize the

microexecution.
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2) The induced graph model and an optimal critical path construction algorithm
based on dynamic programming to investigate overlapped events.

3) Evaluations show that our DSE method ArchExplorer can find better Pareto
PPA microarchitectures with an average of 6.80% higher Pareto hypervolume using
at most 74.63% fewer simulations compared to state-of-the-art approaches.

Section Organization: The rest of this chapter is organized as the following. Sec-
tion 6.2 introduces the motivation. Section 6.3 states lessons and design principles.
Section 6.4 provides the ArchExplorer approach. Section 6.5 and Section 6.6 are for
experiments. Section 6.7 present some discussions. Section 6.8 supplements addi-

tional related works and Section 6.9 summarizes the chapter.

6.2 Motivation

In this section, we introduce the motivation of our approach.

6.2.1 Bottleneck Analysis Matters in DSE

Although the design space is complicated, improving machine parallelism by removing
microarchitecture bottlenecks can significantly enhance the PPA trade-off, as demon-
strated by an example of comparative simulations. Table 6.1 lists a baseline microar-
chitecture, and we evaluate it with SPEC CPU2017 Simpoints [151]. The average
performance and power values of all workloads are reported. Comparative simulations
are conducted for each new microarchitecture by doubling individual parameters, as
shown in Figure 6.2. Firstly, doubling parameters like the number of floating-point

arithmetic logic units (FpALU) worsens power and area without improving perfor-

110



Table 6.1: A baseline microarchitecture specification

| Components | Hardware Resources

Pipeline width 4
Fetch buffer size in bytes | 64
Fetch queue size in p-ops | 32
local/global /choice predictor
Branch predictor unit | of the tournament: 2048/8192/8192
RAS: 16, BTB: 4096
ROB/IQ/LQ/SQ 50/32/24/24
Physical register Int RF: 50, Floating-point RF: 50
IntALU: 3, IntMultDiv: 1, FpALU: 2
FpMultDiv: 1, RdWrPort: 1

L11$ 2-way, 32 KB, 2 cycles

L1 D$ 2-way, 32 KB, 2 cycles
IPC/Power/Area 0.9418/0.2027 W /5.6609 mm?

Functional unit

PPA Variations Comparison of Comparative Simulations
Perf Power Area Perf?

I A

Ratio %

I [k

EEE DBaseline 1 ROBx2 [3J IntRFx2 1 FpRFx2
[ 1Qx2 1 LQx2 — SQx2 CJIntALUx2
CIIntMultDivx2 COFpALUx2 EdFpMultDivx2 3 I$ sizex?2
3 I$ assoc.x2 W DS sizex2 @ D$ assoc.x2

Figure 6.2: Each bar represents the microarchitecture’s metric in %. The bar, e.g., “ROB
x 2”7 indicates the microarchitecture is the same as the baseline except that it doubles ROB.
Perf? /(Power x Area) denotes the PPA trade-off.
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. DS$: 32K — 64K .
SQ: 24 — 28 SQ: 28 — 32 SQ:32—744

Figure 6.3: Search following series of small changes stepwise. PPA denotes Perf?/(Power x
Area).

mance, indicating redundant resources waste the design budget. Secondly, doubling
the number of physical integer registers (IntRF) improves performance by 23.05% and
enhances the PPA trade-off by 27.42%. We investigate the simulation trace to find
out the root cause. We find that most instructions are stalled in the rename stage
due to insufficient physical integer registers. For instance, this bottleneck results in
25.71% of instructions in 657.xz_s and 18.94% for 625.x264 s getting stalled during
renaming.

We apply a straightforward heuristic to find a balanced microarchitecture: assign-
ing necessary hardware resources and reducing redundant ones. We adjust resources
based on the degree of necessity, which is the ratio of delayed instructions due to the
resource’s insufficiency. If the necessity is top-ranked, we increase the resource, and
if it is zero, we decrease it. Figure 6.3 shows a stepwise search by reusing the design

space (Table 6.4), where we analyze the simulation trace manually to calculate the
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necessity for each resource. With only six simulations, we improve performance by
2.59%, reduce power and area by 2.66% and 16.64%, respectively, and enhance the
PPA trade-off by 29.72%.

6.2.2 Critical Path Analysis

Unlike performance counters analysis [20, 62, 205] and pipeline stall analysis (interval
analysis) [61, 63], the critical path analysis can answer which events we should blame
for the cycle loss regarding the entire microexecution.

The critical path analysis is a methodology based on the dynamic event-dependence
graph (DEG). Since its first appearance [68], it has been widely applied [116, 143,
144, 186, 75]. A DEG is a directed acyclic graph, as shown in Figure 6.4, with vertices
denoting the pipeline stages and edges representing the dependencies. Edge weights
indicate delayed cycles. The longest path from the fetch of the first instruction to
the commit of the last instruction is the critical path (108 cycles, highlighted in red
in Figure 6.4). Critical events can be obtained from the critical path, which are de-
pendencies contributing to the critical path’s length. For instance, a D-cache miss is
a critical event contributing 100 cycles to the microexecution.

Although the critical path provides a global view, it is limited to clarify which
resource is deficient or abundant. Firstly, in the former DEG formulation, the depen-
dence and weights assignment are static without adhering to actual microexecution.
This is a significant concern since microexecution contains dynamic behaviors, such as
instruction scheduling and resource usage dependencies. Previous DEG formulations
statically assign edges and weights following predetermined rules without considering

runtime information, leading to deviations between critical path length and actual
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Instruction sequence

11: 1d a0, 40(s2) 15 16 17 I8

11 12 13 14
[2: eslli a5, 32 : In-order fetch 1;
13: csrli a5, 28 m 0 0 )
4 cadd as. a0 | O HEOEOLEFEE-SE) (F)
15:sd s5,0(a5) | 1

16: Iwu a4, 52(s2) 0 0 0, (D J ~
17: 1d a5, 40(s2) O ‘ ,Q‘Q OO A OO 3
18: cslli a4, 4 @ @ 1 G G G e i
@ Fetch 1 ‘D miss: ;'Ti'hé'd/;lfd'f 1 1 g
@ Dispatch .2...1.0.Q..:2 :dependence 1 M 2 | g

O

(¢}

1
M) Memory | (OO OO O+O(O=2O

The critical path: 1 +3+1+ 100+ 1+ 1+ 1=108

Figure 6.4: An overview of the dynamic event-dependence graph.

runtime. Secondly, the critical path cannot accurately characterize the bottlenecks’
contributions to the overall runtime, even if the modeled critical path length is strictly
identical to the simulation runtime. This is because the previous DEG formulation
cannot distinguish overlapped events in microexecution, resulting in double-counting

of bottleneck contributions.

6.3 Lessons Learned & Design Principles

We scrutinize the previous DEG formulation and illustrate its limitations in detail.
We summarize the lessons learned and provide our design principles.
Firstly, the previous DEG formulation [68, 116, 186, 75] statically assigns weights

and edges without following the actual microexecution, leading to inaccurate critical
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path length estimation. As shown in Figure 6.5a, we demonstrate the point with
444 namd. The first error is using a static penalty to represent variant durations. For
example, a branch misprediction penalty depends on the number of in-flight instruc-
tions in the wrong execution path. In Figure 6.5a, the penalty of the first branch
misprediction is 3 instead of 5. The error roots in a fundamental limitation of the
former formulation, i.e., the lack of events’ timing in the DEG construction. The sec-
ond error comes from false dependence. In Figure 6.5a, the DEG formulation inserts
an edge between the commit of I1 and the fetch of 19 to denote ROB dependence,
contrary to the fact that no delay exists since 11 has freed the ROB entry before 19
consumes it. Although the incorrect insertion of ROB dependence is not included in
the critical path (hidden by parallel events), the length of the critical path is shorter
than the actual simulation time due to the lack of correct pipeline dependence delay.
The ignorance of events timing information in the formulation leads to underestimat-
ing the critical path’s length by 25.71%.

Secondly, bottlenecks’ contributions are incorrectly estimated due to the inabil-
ity to distinguish concurrent events. Figure 6.5b demonstrates the third error with
456.hmmer. Consecutive execution stages are connected (E(I1) — E(I10)) to denote
read/write port contention. The contention contributes nine cycles to the execution
time according to the critical path. However, the contribution is four cycles in the
actual microexecution. The formulation overestimates the read/write port’s insuffi-
ciency by 125%. The redundant five cycles are hidden by parallel events, e.g., I3 and
14 get their read/write ports simultaneously.

Embedding the events’ timing information and finding a way to distinguish con-

current events is crucial for making the DEG formulation practical. This approach
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enables the critical path to accurately identify whether a resource is deficient or abun-
dant. Therefore, we provide two design principles for DSE via bottleneck analysis:
1) The dependencies contributing to execution time should be captured as much as
possible. Capturing more resource usages improves the utilization approximation. 2)
Concurrent events should be distinguishable. The distinguishability unveils whether
we matter a concurrent event for bottleneck contributions to the overall execution

time.

6.4 The ArchExplorer Approach

Benchmark ‘J::> Initial design generation
'
Design S
Lw Simulation -

'

A New DEG Formulation of Microexecution

!

Induced DEG & Critical Path Construction
Calculate Pareto frontier I

Perf, Data Bottleneck-removal-driven DSE

!

Generate new design

: v
O\ Update exploration set
/ Low Powerg T

Low Area
Early stopping?

Figure 6.6: An overview of the ArchExplorer approach.
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Following the design principles summarized in Section 6.3, we propose ArchEx-
plorer, with an overview shown in Figure 6.6.

ArchExplorer involves three stages. Given the design space, the initial microar-
chitecture parameters are sampled or chosen with prior knowledge. In stage 1, we
introduce a new DEG formulation (Section 6.4.1). The new formulation removes pre-
vious limitations. Based on the new DEG, we propose the induced DEG and apply
critical path construction in stage 2 (Section 6.4.2). In stage 3 (Section 6.4.3), we
generate a bottleneck analysis report by calculating the resource contribution to the
microexecution runtime. We reassign resource according to the report, producing a
new design. The promising solutions are explored until the early-stopping criterion

is met, and the Pareto frontier is obtained from the explored set.

6.4.1 New DEG Formulation of Microexecution

We propose a new DEG representation of microexecution to mitigate the limitations
of the previous formulation. The backbone looks similar to the original proposal
[68]. Vertices denote pipeline stages, and edges represent dependencies. However, a
fundamental limitation of the former formulation is the lack of events’ timing infor-
mation, causing inaccurate modeling of events like speculative scheduling, resource
contention, etc. Lacking the timing information also makes the concurrent events
difficult to discriminate. We explicitly embed the events’ timing information into the
formulation and propose new rules to assign edges and weights dynamically. First, we
give an overview of the new DEG formulation. Next, we illustrate how the new DEG
is dynamically constructed. Last, we manifest how we distinguish between overlapped

events.
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Figure 6.7 is an outline of the new DEG formulation. Instead of aligning instruc-
tions with pipeline stages, as shown in Figure 6.4, we align instructions w.r.t. the time.
Each vertex is accessed with two-dimensional coordinates (z,y). The X-axis denotes
the timeline, and the Y-axis represents the instruction sequence. The instruction-level
parallelism is shown by fixing the X coordinate. And the lifetime of an instruction is
reported by fixing the Y coordinate. For edge weights, instead of using static numbers
to denote, dynamic time intervals between two vertices are used in the new DEG. In
the following context, we use P(I;) to represent the instruction I,’s pipeline stage P 2.

We categorize four kinds of dependencies. See Table 6.2. The pipeline dependen-
cies are horizontal edges. Misprediction, hardware resource, and true data dependen-

cies are “skewed” edges, i.e., they denote interactions between instructions.

e Pipeline dependence: It characterizes the microarchitecture pipeline imple-
mentations. More vertices are added to model architecture parameters. For
example, to study the I-cache and fetch buffer size, we incorporate F1 and F2,
representing when the front-end sends requests and receives replies from the
I-cache. The duration of F1(I;) — F2(I;) equals the I-cache access latency,
while F describes the moment instructions are copied to the fetch target queue.
Misaligned accesses are modeled by F2(I;) — F(I;). To aid visualization, we
merge F2 and F to formulate F2/F when the events occur simultaneously. This

merging is also employed for other vertices.

e Misprediction dependence: It is used to model branch or memory address

dependence mispredictions [52].

2P could be F1, F2, DC, etc., as shown in Figure 6.7. For example, DC(I3) denotes the decode
stage of instruction I3.
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e Hardware resource dependence: The previous formulation uses the “producer-
consumer” model [68] to build usage dependence on resources such as physical
registers, ROB, etc. For example, C(I;) — I(I;) can represent ROB dependence,
as a new ROB entry is produced at the commit stage of I; and consumed at
the issue stage of I;. In contrast, we unify dependencies as rename to rename
edges R(I;) — R(I;). This is because the new DEG aligns instructions strictly
with time, so a “producer-consumer” edge is always assigned zero delays since
newly-released resources can be used immediately. A zero delay edge prevents
the critical path from capturing critical resource usage dependence. Mainstream
microarchitectures often use one stage (e.g., rename) to check whether required
resources are available before dispatching the instruction. If a requisite resource
is exhausted, a stall is incurred, otherwise, the instruction is pushed to the is-
sue queue and waits to schedule. The rename to rename edge precisely reflects
the resource usage dependence, and the time interval between these two re-
name stages equals the resource’s duty cycles (the resource is busy during the

interval).

e True data dependence: It characterizes the read-after-write dependence

within the issue window.

Another significant difference from the previous formulation is that we construct
the new DEG dynamically. That is, the new DEG is built adhering to the actual
microexecution. With the time coordinate, we know whether a misprediction event
occurs and how many penalties are produced. For example, if a branch instruction
I; is mispredicted, microarchitecture starts squashing and refilling the pipeline with

instructions in the correct execution path. Denote the first refilled instruction as I;.
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Y-axis Instruction Sequence
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Figure 6.8: The new DEG formulation is applied w.r.t. the code snippet as shown in Fig-

ure 6.5b. And it identifies the true read/write ports usage dependencies, i.e., I(I;) — I(I),
1(14) — 1(15), 1(15) — 1(18)7 and I(Ig) — I(Ig).

We assign the edge P(I;) — F1(I;) once we find the time of F1(I;) is larger than
P(I;) from the new DEG. The interval between P(I;) and F1(I,) is the actual squash
latency due to the misprediction.

However, acquiring the pipeline stages’ timing information is inadequate to iden-
tify the correct edges and weights for resource usage dependencies (such as issue
queues and ROB). Although time is useful for identifying stalls, it is not sufficient to
determine these edges. Which resources are preemptively occupied by which instruc-
tions? To address this issue, we record the correspondence between assigned resources
and instructions with a scoreboard. The scoreboard uses resource entry as the gran-
ularity and indexes each entry with a unique ID number. We demonstrate how we
detect and assign the correct edge with the scoreboard. Consider a microarchitecture
that uses the rename stage to check whether required resources are available for each
instruction, and the rename stage takes two cycles to finish. If all required resources

are idle, the instruction can be dispatched immediately. Otherwise, the instruction
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is stalled at the rename stage. We record which resource is responsible for the stall
and assign a rename-to-rename edge by comparing the ID number. Specifically, the
resource ID number of the dependent instruction should match that of the stalled
instruction according to the scoreboard. If an instruction is stalled due to multiple
insufficient resources, the rename-to-rename edges are built in turn.

With the new DEG formulation, Figure 6.8 elucidates how we distinguish between
concurrent events w.r.t. the same code snippet listed in Figure 6.5b. Since I(I;) and
I(Iy) are aligned along the X-axis, no function unit contention exists . Compared
to Figure 6.5b, the critical path highlighted in red in Figure 6.8 removes duplicated

read /write port dependencies.

6.4.2 Induced DEG & Critical Path Construction

The critical path is a serialization representation of parallel events. It highlights
which overlapping events matter for the overall microexecution.

To facilitate the critical path construction, we introduce the induced DEG — a
connected DEG (Section 6.4.1) consisting of horizontal, “skewed”, and virtual edges.
Horizontal edges are pipeline dependencies. “Skewed” edges (non-horizontal) signify
non-pipeline dependencies, which could be resource dependencies. The virtual edges
are added to make the new DEG connected. Unlike the prior DEG [68], our new
DEG formulation removes consecutively connected fetch edges, commit edges, etc.
This is because these edges are rooted in instruction execution sequences rather than

resource dependencies, as they can hinder critical path construction. However, their

31(I3) and I(14), I(I5) and I(Is), I(I7) and I(Ig), etc., are also aligned with time, meaning they are
concurrent events.
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removal may result in a disconnected graph (no path from F1(I;) to the last instruc-
tion’s commit) if instructions do not have non-pipeline dependencies in highly parallel
workloads. Thus, we introduce virtual edges in the induced DEG.

Formally, assume two “skewed” edges are annotated with s; — e; and s, — ¢
(j < k), where s;, ej, S, € are vertices in the new DEG formulation, i.e., a stage of
L;, I;, I, and I;, respectively. i, j, k, and [ are different instruction sequence numbers.
Virtual edges could be s; — s;, (or e; — si) as long as either of the following two
rules is met 2.

Rule 1 (Connect via time): s; is connected to si if the time of s, is the closest to
S;-

Rule 2 (Connect via instruction sequence): s; is connected to sy if the instruc-
tion sequence k is the closest to i.

If multiple stages satisfy at least one of these rules, we connect them to s, to
generate more virtual edges. Virtual edges are not true dependencies but make the
DEG connected. The connection of “skewed” edges allows for the exposure of con-
secutive resource utilization status. We connect “skewed” edges with the closest time
and instruction sequence for two reasons. First, since the induced DEG is highly con-
nected due to virtual edges, we can investigate many combinations of resource usage
dependencies to formulate the critical path. Second, the closest connections allow
us to directly eliminate many sub-optimal solutions, as connections that are not the
closest are obviously sub-optimal according to the first design principle. The induced
DEG facilitates the critical path densely composed of resource usage dependencies.

A walking example is provided in Figure 6.9 to demonstrate the idea more clearly.

4We use s; — s as an example. The rules are the same for €j —+ Sk.
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The new DEG is applied to model 11 instructions in a microexecution (Figure 6.9a),
with “skewed” edges colored in orange. R(I;) — R(Iy) and R(I3) — R(Iy;) denote
dependencies of integer physical registers. D/I(Is) — I(I3), D/I(I5) — I(Ig), and
I(I;) — I(Is) are D-cache misses. I(I3) — I(I4) and I(I;) — I(Ig) are true data
dependencies due to register as. P(I;) — F1(Iy) represents a branch misprediction.
Although Iy and I;y have a true data dependence due to register as, there is no
stall in actual microexecution because Iy and I}y are not in the same issue window
(I;p is not dispatched at the time of D/I(Ig)). F1(I;) is not reachable to C(I;).
Figure 6.9b illustrates the corresponding induced DEG with virtual edges colored
in blue. Specifically, we use R(I;) — R(I3) and R(I;) — D/I(Is) as two examples
to elucidate rules 1 and 2. In Figure 6.9a, a virtual edge R(I;) — R(I3) is created
as R(I3)’s time is the closest to R(I;) among all “skewed” edges, and I3 and I; are
different instructions (rule 1). Similarly, a virtual edge R(I;) — D/I(Iy) is created
since the instruction sequence of D/I(Iy) is the closest to that of R(I;) among all
“skewed” edges (rule 2).

Although the induced DEG connects the graph, it cannot answer which concurrent
event should be blamed for the microexecution. We propose a dynamic programming-
based critical path construction algorithm to decide accordingly. To capture more
resource usage dependencies and not miss “important” edges, we define costs to edges
as follows: (1) All horizontal edges have zero cost. (2) All virtual edges have zero
cost. (3) All true data dependencies have zero cost. (4) All “skewed” edges, except
true data dependencies, have costs equal to the interval between two vertices. We set
horizontal edges with zero cost to capture the true resource usage dependence rather

than pipeline stalls. Using the induced DEG with edge costs, we apply the longest
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Algorithm 6 Critical Path Construction

Require: G: The induced DEG with the edge cost;
1: node = topological _sort(G);
2: Initialize edge cost vector d with all zero;
3: Initialize the path vector p with all zero;
4: for n < node do
5
6

if Ng(n) # 0 then > Ng(n) are predecessors of n.
d[n] = arg max d[v] + cost; assign p[n] with v;
veENG(n)
7: else
8: d[n] = 0; p[n] = n;
9: end if
10: end for

11: return reverse(p);

path search with linear time complexity in Algorithm 6.

In Algorithm 6, line 6 uses dynamic programming to record the temporary longest
path to n. The critical path can be obtained by reversing p at line 11. For the example
in Figure 6.9b, the critical path is F1(I;) — F2/F(I;) — DC(I;) — R(I;) — R(lyo) —
C(I41). From the critical path, we discover that the top bottleneck is the insufficiency
of physical integer registers, and the branch misprediction cannot hide it. The length

of the critical path is precisely the same as the simulation time.

6.4.3 Bottleneck-removal-driven DSE

We conduct the bottleneck-removal-driven DSE by reassigning resources via elimi-
nating bottlenecks gradually. Scarce resources are increased to mitigate performance
bottlenecks, while over-provisioned resources are reduced to balance power and area.
Identifying deficient or abundant resources is achieved by computing their contribu-
tion to the overall runtime through the constructed critical path. The higher the

contribution, the scarcer the resource and the greater the necessity to assign more of
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them. Conversely, redundant resource leads to zero contribution, and can be appro-
priately reduced.

The main idea of computing the resource contribution is to attribute the cause of
each edge in the critical path to a particular resource. This attribution is straightfor-
ward, as we define the meaning of “skewed” edges in Table 6.2. We do not attribute
virtual edges to resources. Figure 6.7 illustrates some attribution highlighted with
diverse colors, where each edge is a non-overlapping segment in the microexecution.
We introduce the resource contribution in two cases, and describe our resource as-
signment strategies.

Formally, for a critical path p with length L and containing N (non-overlapping)

edges, a resource b’s contribution ¢(b) is computed according to Equation (6.1),

c(b) = Zlﬂl[p(i) = bl/L, (6.1)

where 1(-) is the indicator function, which outputs 1 if its argument is true and 0
otherwise. [; is the delay (not edge cost as referred to in Section 6.4.2) of the i-th
edge p(i), attributed to the resource b. We determine the type of resource according
to ¢(b), i.e., whether the resource is top-ranked deficient or abundant. For multiple
workloads evaluations, as shown in Equation (6.2), we do a weighted-average for the

contributions of each resource.

|B| 1Bl

eb) =Y wi-ci(b), D w;=1, (6.2)

where | B| is the number of workloads, and ¢;(b) is computed from Equation (6.1). The
symbol ¢(b) is the average resource contribution, where w; is the i-th weighted coeffi-

cient for a specific workload that encodes the designer’s preference. Each resource’s
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contribution is summarized in an output report.

We use ¢(b) to guide the DSE procedure. The reassigned parameter values are
decided based on the design space specification. Specifically, we select the next larger
candidate value from the specification if we need to increase it, and we decrease them
to the next smaller candidate value if they do not have a contribution.

Unlike resources such as ROB entries, branch predictors and caches are special.
Assigning more resources may not decrease their contributions, as benchmarks contain
hard-to-predict branches or specific data access patterns that are fundamental to the
prediction algorithm. Increasing the branch target buffer (BTB), return address
stack (RAS), etc., may not improve the branch predictor. Similarly, larger capacities
and associativities may not remove caches’ contributions on complex access patterns.
We argue that performance cannot be effectively enhanced by only reassigning more
resources to them. The solution to the problem requires a suitable branch prediction
algorithm or a better cache replacement policy. We stop reassigning more resources
to branch predictors and caches in the DSE if the PPA improvement is limited.

Figure 6.10 provides an overview of a search path conducted by ArchExplorer. In
the second step, the report indicates that the microarchitecture lacks sufficient store
queues (SQ), which contribute 38% to the execution time. Thus, in the third step,
more SQ is assigned, resulting in an 8% alleviation of the bottleneck. In the fourth
step, increasing SQ further mitigates the bottleneck, while decreasing redundant re-
sources saves the area overhead. The DSE uncovers the reasons for PPA improve-
ments stepwise, highlighting potential optimization opportunities for the load-store
unit, with assigning more SQ being one optimization. Architects can gain valuable

insights into acquiring good solutions gradually. Black-box methods cannot offer the
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Figure 6.10: An overview of a search path.

same merit.

6.5 Experimental Setup & Evaluation Metrics

In this section, we illustrate our experimental setup and evaluation metrics.

6.5.1 Simulation Environment

We use GEM5 [36, 123], as the timing-accurate simulator and McPAT [119] as the

power and area modeling tool. We modify GEM5 to generate dynamic timing infor-

mation and implement ArchExplorer with C++ and Python. SPEC CPU2006 [3, 83]
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(SPEC06) and SPEC CPU2017 [7] (SPEC17) are utilized in benchmark evaluations,
as listed in Table 6.3. We use Simpoints [151] of each workload to evaluate. Each
Simpoint includes a hundred million instructions, warming up using ten million in-
structions. Since identifying the resource utilization status does not require the entire
workload, we use the first hundred thousand instructions of each Simpoint to calcu-
late the critical path with ArchExploer. After the DSE, the explored Pareto solutions
are re-evaluated with the full Simpoints.

We implement ArchRanker [48], AdaBoost [118], and BOOM-Explorer [28] as
baselines. ArchRanker [48] leverages a black-box model for ranking. AdaBoost [118]
also adopts machine-learning techniques [65, 165, 179]. BOOM-Explorer [28] uses
Bayesian optimization [54] with active-learning [209]. The baselines represent recent
solutions using advanced machine-learning techniques. We also compare with Calipers
[75] since it uses the previous DEG formulation to enhance fast DSE. Although some
baselines, like ArchRanker [48] and BOOM-Explorer [28], target different out-of-order
(O00) processors, their methods are transferable.

The design space of an OoO RISC-V processor similar to Alpha 21264 [104] is
listed in Table 6.4. A two-level cache hierarchy with a 16GB DRAM main memory
is applied. The first level cache is for optimization, while the L2 cache is 8-way
associative with 2MB. Diverse components like branch prediction units, functional
units, and L1 cache structures, etc., are included. The design space size is more than
8.9 x 10™. For ArchExplorer, we stop the optimization until we find that the PPA
trade-off curve starts to plateau. We generate the initial design randomly. Baseline
microarchitectures suggested by architects can also be leveraged in the initialization

stage to achieve better results. All weighted coefficients w; in Equation (6.2) are
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Table 6.3: Workloads used for evaluation

‘ Benchmark suite ‘ # of Workloads ‘ Example Workloads
SPEC06 12 bzip2, namd, dealll, h264ref, soplex, povray, ...
SPEC17 14 perlbench_s, gce_s, cactuBSSN_s, nab_s, ...
o A .
=1 Y1 © Dominated Data
2 ~-Q Y O Pareto solutions
oo O . .: Pareto hypervolume
= @ : Y3

Vo Low Power

Figure 6.11: The visualization of Pareto hypervolume in Perf-Power space. Pareto hyper-
volume is the area bounded by P()) = {y1, Y2, Y3, ys} and the reference point vy.

1/|B| since we target average cases and assume no preference for workloads used in

experiments.

6.5.2 FEvaluation Metrics

Since we target multiple objectives involving higher performance, power efficiency,
and area efficiency, we use Pareto hypervolume as the evaluation metric to compare
different DSE algorithms fairly. Pareto hypervolume is a widely-applied metric to
measure how good the explored Pareto frontier is [174]. Denote a Pareto frontier
as P()) = {y1,¥2,.-,yn} C Y, with y; representing PPA values of i-th design,
and Y is the objective space. A reference point vy is set and dominated by P(}),

i.e., Vy; € P()), the PPA values are all better than vy, and we denote y; = vy.
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Table 6.4: Microarchitecture design space specification

’ Components \ Description \ Hardware Resource \ # ‘
o : fetch/decode/rename/dispatch/ o 1
Pipeline width issue/writeback commit width L&l 8
Fetch buffer fetch buffer size in bytes 16, 32, 64 3
Fetch queue | fetch queue size in p-ops 8:48:4 11
. local predictor size of the
Local predictor Tournament BP 512, 1024, 2048 3
Global/Ch01ce global predictor size of the 9048, 4096, 8192 3
predictor Tournament BP
RAS return address stack size 16:40:2 13
BTB branch target buffer size 1024, 2048, 4096 3
ROB reorder buffer entries 32:256:16 15
Int RF number of physical 40:304:8 18
Integer registers
number of physical
Fp RF floating-point 40:304:8 18
registers
1Q number of .1nstruct10n 16:30-8 9
queue entries
LQ number of load queue entries 20:48:4 8
SQ number of store queue entries 20:48:4 8
IntALU number of integer ALUs 3:6:1 4
Int MultDiv numb.er‘of integer multipliers 1.2 9
and dividers
FpALU number of floating-point ALUs 1,2 2
: number of floating-point
FpMultDiv multipliers and dividers 1,2 2
I$ size the size of I$ in KB 16, 32, 64 3
I$ assoc. associative sets of 1$ 2,4 2
D$ size the size of D$ in KB 16, 32, 64 3
D$ assoc. associative sets of D$ 2,4 2
Total size 8.9649 x 10

L' The values are start number:end number:stride
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Pareto hypervolume is defined as
PV, (PO) = [ty =i~ ] 1l # wldy. 63)
Y y.€P(Y)
where the integral sums the space bounded from vy to P(Y) [174], as shown in
Figure 6.11. We also include the number of simulations spent as another evaluation
metric. The higher the Pareto hypervolume and the fewer the simulations, the better

the DSE algorithm. We measure the PPA trade-off as Perf®/(Power x Area).

6.6 Results

In this section, we present our results with ArchExplorer.

6.6.1 Comparison w. DSE Methodologies

Figure 6.12 visualizes the Pareto hypervolume curves in terms of simulations for each
algorithm. The average PPA values among workloads are used in Pareto hypervol-
ume computing. The Pareto hypervolume is non-decreasing since more Pareto designs
are explored as simulations continue. It is worth noting that ArchExplorer achieves
higher Pareto hypervolume very early, and dominates other methods at different simu-
lation budgets. Two cases are selected for comparison to study the improved benefits.
First, how many simulations ° are needed when achieving a target Pareto hypervol-
ume? Second, how much Pareto hypervolume can be attained when all methods use

the same simulation budgets? We choose y = 15.80 and x = 3000 for SPEC06 and

5Compared to Calipers, the induced DEG has an average of 39.59% more vertices and 51.72%
fewer edges with SPEC17 Simpoints. In our experiments, the longest path evaluation in ArchEx-
plorer incurs 2.24% of the simulation runtime, which can be negligible.
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y = 15.60 and x = 2400 for SPEC17 as two cases, as shown in Figure 6.12. We
chose these two cases for SPEC06 and SPEC17 because, at this moment, the perfor-
mance curves tend to converge. The corresponding results are shown in Table 6.5. In
SPEC06, compared to ArchRanker [48], AdaBoost [118], and BOOM-Explorer [28§],
ArchExplorer users 14.47% more, 24.56% fewer, and 74.12% fewer simulations when
y = 15.80, respectively. For x = 3000, the gained Pareto hypervolume of Arch-
Explorer surpasses BOOM-Explorer [28], AdaBoost [118], and ArchRanker [48] by
1.58%, 4.20%, and 3.32%, respectively. In SPEC17, ArchExplorer can save 74.63% of
simulation budgets at most and achieve 6.80% higher Pareto hypervolume. Particu-
larly, the relatively modest increases in Pareto hypervolume translate into significant
performance improvements. For example, when the simulation budget equals 480 in
SPEC17, the Pareto hypervolume of ArchExplorer is improved with an average of
5.40% than all AdaBoost [118]. However, the performance of Pareto designs is higher
up to 16.20%. The results demonstrate that ArchExplorer can achieve comparable
solution qualities by removing large simulation budgets. ArchRanker [48] compares
pairs of designs to determine which is better and conducts the constrained DSE with
a binary search. Due to the complicated design space introduced in Section 1.2, the
trained ranking model is hard to give accurate rankings when confronting a large
design space.

To figure out how ArchExplorer performs better than black-box methods, we plot
the Pareto frontiers of all methods with 3600 simulations in SPEC06, as shown in
Figure 6.13. In IPC-1/Power space, the Pareto frontiers of each method are relatively
close. However, in IPC-1/Area and Area/Power space, ArchExplorer’s Pareto fron-

tier dominates other methods in several regions, particularly close to the origin of

136



70T 8610°LT 1¢er0 09¢ 69¢0°T eLVE 91 88GC°0 804 1OI10[AX Y21y
GL10°T 9I¥.L 9T 7980 02T 4010°0 ¥480°91 ¥¥4L°0 7902 [8¢] w10[dXg-NO0d
G896°0 64€6°GT £€0L°0 80¢¢ 6¥86°0 G8L9°GT LVTT cele [811] 1s00gepy

! arar 91 ! 96¢T 1 G816°4T ! 9€LC [87] wesuey Iy
onpey | owmpoArodAYy ojoreq onjey 7 suoryenuuig jo # | oney 7 owmnoArRdAYy ojoreq oy 7 suorye[NuIg Jjo #
00F¢ = T e suoneWIS Jo # | 09'GT = /i ye awm[oAIadAY 0jo1Rd | O00E = T Je Suole[NWIS JO # | 08'CT = /i J8 owINjoAIddAY 0jaIR]

L1020 dD DHdS

900¢ndD DHJS

SpPoTIoIN

"Sosed omj Jepun uostredwo)) :G'9 9[qe],

137



SPEC CPU2006 results SPEC CPU2017 results
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Figure 6.12: The visualization of Pareto hypervolume curves in terms of the number of
simulations.

Area/Power space. The visualization suggests that ArchExplorer outperforms other
methods not by exploring more higher-performance microarchitectures but higher
power and area efficiency designs. Figure 6.13 also shows the PPA trade-off distri-
butions of Pareto designs for each method. ArchExplorer’s Pareto designs achieve
an average of 2.26 in the trade-off, surpassing BOOM-Explorer [28], AdaBoost [118],
and ArchRanker [48] by 15.81%, 7.47%, and 18.63%, respectively. These results
demonstrate that we can achieve a better PPA trade-off by assigning and removing
indispensable hardware resources based on their performance contribution.

Why can ArchExplorer surpass baselines? ArchExplorer can surpass DSE methods
with black-box models because previous methods [48,; 118, 28] rely on AdaBoost.RT
[118], Gaussian process [28], etc., to learn relationships between microarchitecture
features and PPA values. These models can be trained before or during DSE, but

they are purely algorithm-driven and do not consider microarchitecture analysis in
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depth. As a result, more simulations are required in the DSE. In contrast, Arch-
Explorer applies domain knowledge in DSE directly by identifying bottlenecks and
adjusting hardware resources to eliminate them, resulting in a better PPA balance im-
mediately. In summary, ArchExplorer’s explainable DSE process can provide insights

for architects that may not be available through an AT model.

6.6.2 Comparison w. Best Balanced Designs

To study how high-performance design balances PPA well, we rank the designs ex-
plored by each method with Perf?/(Power x Area) and select the ones with the highest
performance for comparison. Figure 6.14 lists the results for SPEC06 and SPEC17.
Table 6.6 lists key parameters of each Pareto design. For SPEC06, on average, Arch-
Explorer’s best balanced design achieves 1.53%, 16.65%, and 19.81% higher perfor-
mance than ArchRanker [48], AdaBoost [118], and BOOM-Explorer [28]. It also saves
power by 2.15% compared to AdaBoost’s [118]. ArchExplorer improves the area by
an average of 11.79%. Namely, ArchExplorer’s Pareto design is better than other
methods by an average of 56.05% and, at most, 64.29% in the PPA trade-off. In
SPEC17, ArchExplorer’s solution achieves an average of 9.46% higher performance.
While the solution sacrifices 5.54% more power compared to baselines, it attains a
20.07% smaller area and 49.53% higher PPA trade-off. Although the designs in Ta-
ble 6.6 look similar, big differences in the PPA trade-off are observed. The results
illustrate that better solutions are achieved by balancing resources. For example, the
ROB should not be allocated many entries compared to ArchRanker [48]. Other-
wise, it can degrade the overall performance by long squashing due to misprediction

events. Redundant resources like floating-point physical registers can worsen power
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dissipation compared to AdaBoost [118].

6.6.3 Comparison w. Calipers

Calipers [75] represent the latest critical path analysis method to enable fast DSE.
By scanning the design space, Calipers [75] assists in exploring high-performance
microarchitectures. We use a different experimental setup to demonstrate the superi-
ority in identifying the type of resources with the new DEG formulation over Calipers
[75]. Calipers [75] only targets performance and neglects the consideration for power
and area optimization. And it does not provide how to search except for applying
the previous DEG formulation in performance modeling with microexecution. On
the other hand, Calipers [75] can model more accurately with information like branch
prediction results and cache access penalties from the simulation. Hence, we extract
very similar 1296 designs from Table 6.4 and use Calipers [75] to sweep the design
space and retrieve the highest-performance solution. The reason are two folds. First,
it helps Calipers to obtain what it considers the global optimal solution for a fair
comparison. Second, very similar designs can expose modeling differences between
two DEG formulations in deep. We apply ArchExplorer to the same sub-design space
and compare the solutions in performance and power. Different from Calipers [75],
ArchExplorer does not scan the entire design space.

Results are shown in Figure 6.15. The solution found by ArchExplorer outper-
forms Caliper’s [75] by 2.11% in performance on average in SPEC06. And ArchEx-
plorer’ solution achieves 4.36% lower power and 2.38% lower area. In SPEC17, we
receive a 1.88% higher performance compared to Calipers [75]. The previous DEG

formulation incorrectly model the microexecution, leading to sub-optimal solutions.
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Table 6.6: Key parameters of Pareto designs

Components AdaBoost [118] [ ArchRanker [48] | BOOM-Explorer [28] [ ArchExplorer
Pipeline width 8 8 8 8
ROB/IQ 176/56 192/72 112/44 176/72
Int/Fp RE 192/208 256,96 210,/192 210/30
LQ/SQ 1448 18/44 24/40 18/48
IntALU
IntMultDiv 5/ 4/2 4/2 4/2
FpALU
FpMultDiv 2/1 2/1 2/2 1/1
I$ 4-way 64K 2-way 64K 2-way 64K 4-way 64K
D$ 4-way 64K 2-way 64K 2-way 32K 4-way 64K

Calipers cannot identify which microarchitecture achieves higher performance with a
very small ROB resource difference. Conversely, ArchExplorer adopts the new DEG
formulation and attains better results by identifying the deficient resources more ac-
curately. Notably, these improved performance benefits are gained by only using
48 simulations in ArchExplorer for SPEC06 and SPEC17, respectively. In summary,
due to the more accurate and practical new DEG formulation, ArchExplorer performs

better than Calipers [75].

6.7 Discussions

The new DEG formulation can set up many research opportunities for microarchitec-
ture research.

Combine with machine learning (ML): The new DEG formulation provides
richer features for recent powerful deep learning models such as graph neural networks
[164, 198]. Performance modeling is possible by combining features extracted from

vertices and edges. Combining ML techniques and the new DEG formulation can
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Figure 6.15: Comparisons w. Calipers [75].

also improve the DSE procedure.

Instruction scheduling: The instruction-level parallelism can be modeled by pro-
jecting “skewed” edges to the Y-axis. The projection length equals the degree of
parallelism. The information helps design new criticality-driven instruction schedul-
ing algorithms for new emerging workloads.

Multi-core formulation: Commodity microprocessors continue to scale in a number
of cores (96 cores in AMD EPYC Genoa [136], 64 Intel Raptor Cove in Emerald
Rapids [9]), given the technology scaling. Hence, the DEG formulation for multi-core

deserves exploitation. It is beneficial to find bottlenecks for a multi-core system.

6.8 Additional Related Work

Critical Path Analysis. Fields et al. are the first to propose the critical path

analysis with DEG to unveil bottlenecks in microexecution [68]. This approach has
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been broadly used [67, 69, 137, 156, 116, 143, 144, 186, 75]. Behnam et al. adopt it to
remove bottlenecks in uniprocessors [156]. Nowatzki et al. extend Fields” model and
propose the transformable dependence graph (TDG) [143]. The TDG is further lever-
aged in modeling heterogeneous accelerators [144]. However, assigning dependencies
and weights without adhering to actual microexecution in TDG leads to inaccurate
resource contention modeling, as also mentioned in their work [144]. Lee et al. [116]
and Calipers [75] enable fast DSE for microarchitecture parameters also based on
Fields’ model. Compared to the prior works [116, 75|, ArchExplorer points out the
source of error for previous DEG formulations and proposes the design principles and
implementations accordingly. The new DEG formulation eliminates the limitations
of Fields” model.

Microarchitecture Design Space Exploration. Many works [133, 14, 39, 91, 115,
101, 59, 146, 116, 48, 118, 28, 75] proposed solutions to DSE for microarchitecture
parameters. They either leverage massive access to expert knowledge [100, 101, 63]
or require high computing resources to train a black-box model [48; 118, 28] to con-
duct the DSE. Compared to Karkhanis and Smith [101], ArchExplorer circumvents
the experts’ efforts by adopting an automated bottleneck analysis. Compared to
prior black-box methodologies [91, 115, 48, 118, 28], ArchExplorer conducts DSE by

uncovering the bottlenecks rather than relying on black-box models.

6.9 Summary

In this chapter, we discuss the problem of DSE for microarchitecture parameters. To

alleviate massive domain knowledge requirements for mechanistic models and to re-
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duce high computing demands for black-box methods, we propose ArchExplorer, an
automated bottleneck analysis-driven DSE approach implementing two design prin-
ciples. Specifically, we propose a new DEG formulation for microexecution. An
optimal critical path construction algorithm is also proposed to capture hardware
resource utilization status. Several resource reassignment strategies are leveraged
to remove bottlenecks and trade-off PPA values. ArchExplorer achieves an average
of 6.80% Pareto hypervolume improvement and reduces more than 74.63% simula-
tion overheads compared to previous state-of-the-art solutions. The Pareto solutions
outperform previous approaches in performance by an average of 29.38% and PPA

trade-off improvement by at most 64.29%.

6.10 Artifact Appendix

6.10.1 Abstract

The artifact contains ArchExplorer’s codes and its setup and running descriptions. We
provide instructions and click-to-run scripts for reproducing the main results in this
chapter. Specifically, we reproduce the results of Figure 6.2, Figure 6.3, Figure 6.12,

Figure 6.13, Figure 6.14, and Figure 6.15.

6.10.2 Artifact check-list (meta-information)

e Code base: The code base of the artifact involves the entire implementation
of ArchExplorer. For example, the artifact contains the new DEG modeling,
critical path construction, bottleneck-removal-driven DSE, and automated sim-

ulator parallel compilation and simulations.
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Run-time environment: We provided a Docker run-time environment for

users, which removes large burdens in setting up the environment.

Output: The outputs of the artifact are figures in PDF format to reproduce the

main results in this chapter.

Compilation, simulation & modeling: The artifact includes the automated
compilation of GEM5 simulators [36, 123] and the incorporation of power and

area modeling using McPAT [119].

Benchmarking scripts: We provide click-to-run bench-marking scripts to
evaluate ArchExplorer’s performance. Regarding users’ different time budgets
to run the artifact, we provide three modes to reproduce results. The script
exp_full mode.sh can reproduce the “full” results for this chapter (we term
this reproduction as the full mode), but it costs high runtime and machine
resources. The script exp_partial mode.sh demonstrates experimental results
with partial benchmarks in a relatively more efficient way compared to the full
mode. So, we denote it as the partial mode. The script exp_demo mode.sh is
also provided for users to fast experience the functions provided by our artifacts
(demo mode). We leverage RISC-V bare model benchmarks [1] in the demo

mode.

Documents: We provide detailed README.md documents to guide the Docker

environment setup, evaluation steps, and results demonstrations.

How much disk space required (approximately)?: The disk space should

be larger than 2 TB.

147



e How much time is needed to prepare workflow (approximately)?: It
takes several minutes to prepare the workflow if users have SPEC benchmarks
[3, 7] and corresponding Simpoint checkpoints [151]. The preparation includes
the SPEC benchmarks set up and configurations of some benchmarks. Due to
the SPEC license restrictions, we are unable to publicly distribute the SPEC
benchmarks. For SPEC CPU2017, users are also required to prepare Simpoints
checkpoints. The necessary directory trees for both benchmarks are listed in the
README.md file, along with detailed instructions on how to map users’ provided
benchmarks to the pulled Docker environment that we have prepared. In the
Docker environment, certain benchmarks need to be reconfigured to support
the simulations. Otherwise, the simulation would get stuck and restrict to
reproduction of results. The methods to reconfigure these benchmarks are also
listed in README.md. However, we provide scripts that allow the reproduction
of results without reconfiguration of certain benchmarks, i.e., partial mode.
As a result, the expected outcomes and results may differ between the partial
mode and full mode. However, the generated figures using the partial mode do
not affect the conclusions claimed in this chapter. Furthermore, results could
be different if distinct Simpoints checkpoints are leveraged in the experiments.

The Simpoints checkpoints settings are also mentioned in README . md.

e How much time is needed to complete experiments (approximately)?:
For high-end Linux machines, such as 80 cores of Intel(R) Xeon(R) CPU E7-
4820 v3 @ 1.90GHz with 1 TB of main memory, the full mode takes approxi-
mately 15 days. The partial mode costs about 9 days. The demo mode consumes

around 5 hours, but it only reproduces Figure 6.2 and Figure 6.3.
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6.10.3 Description
How to access

The artifact is archived in Zenodo 6.

Hardware dependencies

The artifact requires a high-end Linux machine with at least 2 TB of disk space.
The main memory should be at least 64 GB to support parallel compilation and
simulations.

For reference, we list our system configurations here:

e OS: Ubuntu 18.04
e CPU: Intel Xeon Platinum 8163 CPU @ 2.50GHz (96 cores)
e DRAM: 400 GB

e 96 TB

Software dependencies

The software dependencies are resolved by our provided Docker environment. Users
are required to support Docker commands in the machines if using our provided

Docker environment.

6.10.4 Installation

The installation requires two steps, as listed below.

Shttps://doi.org/10.5281/zenodo.8353864
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SPEC CPU benchmarks installation

This step may take some time since it is necessary to prepare for the workflow. Due
to the SPEC CPU benchmarks license, we cannot release benchmarks to the public.
Users need to prepare SPEC CPU benchmarks and install them in a manner w.r.t. our
accepted directories trees. More detailed information about Simpoints settings and
accepted directories trees are instructed in the README.md file. Assume the SPEC

CPU benchmarks have been installed in /path/to/benchmarks.

Code installation

Download and decompress the artifact, and pull and install the Docker image.

$ unzip arch-explorer.zip

$ cd arch-explorer-main

$ docker run -it -d \

--name micro23 \

--hostname micro23 \

--network=host \

-v $(pwd) : /root/workspace/arch-explorer \

-v /path/to/benchmarks: \
/root/workspace/benchmarks \

-w /root/workspace \

docker.io/troore/arch-explorer:2.0

$ docker exec -it micro23 /bin/bash

Since users have already set the directories mapping strategy by executing the
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Docker “run” command, codes should be placed in /root/workspace/arch-explorer,
and SPEC CPU benchmarks should be placed in /root/workspace/benchmarks

when users enter the Docker environment using the “exec” command.

6.10.5 Experiment workflow
Basic Setup

After users enter the docker image using the exec command, execute the following

commands to build configurable infrastructures that ArchExplorer depends on.

1 $ cd /path/to/arch-explorer
2 $ ./tools/settings.sh

3 $ export PYTHONPATH=pwd"

Run experiments with three modes

There are three possible factors that will probably prevent users reproducing our

results:

e benchmark availability

e hard-coded workload absolute paths

e long runtime

We assume that SPEC CPU benchmarks are available for users. However, if

it is not true, we provide a demo mode for users successfully run through some of
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our experiments. Under the demo mode, we use open source RISC-V bare model
benchmarks [1] rather than SPEC CPU benchmarks.

Moreover, some SPEC benchmarks MUST contain hard-coded workloads absolute
paths, e.qg., 464.h264ref from SPEC CPU2006 benchmark. These hard-coded absolute
paths would prevent users reproducing results in a push-button way. Human efforts
are required to configure the hard-coded absolute paths before results related to these
benchmarks are expected.

Last, the whole process for reproducing all results in this chapter will take approx-
imately 15 days on our testing systems (for high-end Linux server machines, e.g., 96
cores of Intel Xeon Platinum 8163 CPU @ 2.50GHz with 400 GB main memory).

Therefore, if users have SPEC CPU benchmarks, and do not want to manually
resolve the hard-coded absolute paths, or cannot accept the long runtime, we set the
partial mode in which only the benchmarks without hard-coded absolute paths will
be run.

We also provide the full mode which can reproduce the experimental results with
all utilized benchmarks as in this chapter.

Which mode to choose depends on your time budget.

Commands for three modes

In the Docker environment, enter the artifacts directory.

1 $ cd arch-explorer/artifacts/

The steps for running experiments with three modes are shown below.
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=]

$ ./exp_demo_mode.sh # demo mode: about 5 \
# hours, but only reproduce \
# Figure 2 and Figure 3.

$ ./exp_partial_mode.sh # partial mode: about |\
# 9 days, and can reproduce all figures.

$ ./exp_full_mode.sh # full mode: about \

# 15 days, and can reproduce all figures.

6.10.6 Evaluation and expected results

Results are figures in PDF format. The demo and partial mode have some distinctions
from the figures in the chapter due to the different workloads utilized in the experi-
ments. However, the generated figures do not affect the conclusions claimed in this
chapter. Results are stored in respective sub-directories in artifacts, and the paths

of these results are demonstrated in the README.md file.

6.10.7 Notes
Benchmark reconfiguration for full mode

Before running in full mode, users are required to reconfigure SPEC CPU benchmarks.
Otherwise, those benchmarks would fail in simulations and prevent the entire DSE
process from continuing to run. These benchmarks are 464.h264ref, 600.perlbench s,
623.xalanchmk_s, 625.x264_s, and 638.imagick_s, where 464.h264ref is from SPEC
CPU2006 benchmarks, and others are from SPEC CPU2017 benchmarks.
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For the detailed steps of the reconfiguration, please refer it to in the README . md.

About README.md

The README.md documents of the artifact provide additional information on the il-

lustration of code organizations and detailed steps regarding running experiments.
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Chapter 7

Conclusion and Future Work

In this thesis, we have presented a series of research outcomes to tackle microproces-
sor microarchitecture design space exploration. In this chapter, we summarize the

proposed methodologies and then discuss the future work.

7.1 Summary

During years of recent research, we delve into the problem stepwise, proposing method-
ologies from black-box to white-box, from data-driven to interpretable, and from

statistical techniques to formal analysis. [28, 29, 120, 31, 27|

e In Chapter 3, we present BOOM-Explorer, using a customized Bayesian op-
timization flow for the DSE of the RISC-V BOOM microprocessor. With
a dedicated initialization algorithm (MicroAL), a powerful surrogate model
(DKL-GP), a negatively correlated multi-objective exploration (EIPV), and a

diversity-guided enhancement, we make the DSE of microprocessor microar-
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chitectures at the RTL level for the first time. Experiments using commercial
electronic design automation (EDA) tools at 7-nm technology demonstrate that
BOOM-Explorer can outperform previous representative arts by an average of
18.75% higher Pareto hypervolume, 34.57% less average distance to reference
set (ADRS), and 65.38% less overall running time (ORT).

In Chapter 4, we propose a reinforcement learning pathway, pointing out the
mathematical limitations of previous data-driven methodologies, e.g., using the
Gaussian process. The formulated Markov decision process is tightly coupled
with the microarchitecture scaling graph, and a single agent trained using enve-
lope learning can explore different designs with diverse PPA preferences. The
solution achieves an average PPA trade-off improvement of 16.03% compared

to previous works, with 4.07x higher efficiency.

In Chapter 5, we provide a microarchitecture DSE open benchmarking platform,
which has been used in the CAD Contest of ICCAD in 2022. We release the
benchmarking tools, associated data set, and online team ranking platform,

expecting researchers worldwide to propose better algorithms than the baseline.

In Chapter 6, we perform massive simulation analysis for microexecutions with
different microarchitectures and workloads. We demonstrate the error sources
of previous dynamic event-dependence graph formulation in the critical path
analysis. We summarize the learned lessons from error sources and propose
a new graph representation of microexecutions based on two design principles
for an explainable DSE process. ArchExplorer, a DSE algorithm via bottleneck

analysis, can search for Pareto-optimal solutions and elucidate how to find them
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stepwise. Experiments show that ArchExplorer can find better Pareto PPA
microarchitectures with an average of 6.80% higher Pareto hypervolume using

at most 74.63% fewer simulations than state-of-the-art approaches.

It is noted that all research outcomes mentioned above are open-sourced for the
community. We help researchers worldwide to reproduce our published experimental
results and expect innovations and better achievements than our methodologies. The

links to the codes are shown below.

e BOOM-Explorer: https://github.com/baichen318/boom-explorer-public.
e Reinforcement learning pathway: https://github.com/baichen318/rl-explorer.

e Microarchitecture DSE open benchmarking platform: https://github.com/

iccad-contest.

e ArchExplorer: https://github.com/baichen318/arch-explorer.

7.2 Future Work

Although we have presented methodologies proposed in these years of research, many
problems remain to be answered, and we leave these problems as future work, as
summarized below.

First, we have provided design space exploration at the microarchitectural level
but omit characteristics of circuit implementations. A design space exploration
that considers architecture and circuit implementation for design technology co-
optimization (DTCO) remains to be discussed. For example, the interaction be-

tween microarchitectural parameters and the robustness of voltage change or dynamic
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voltage and frequency scaling (DVFS) capability for different workloads is unknown.
What kind of microarchitecture parameters are sensitive when we dynamically change
the frequency or voltage for each functional block, e.g., a wide issue width to com-
pensate for the performance loss if a base clock speed is enabled for handling light
workloads [201, 202]? The research direction requires domain knowledge combining
computer architecture, electronic design automation, and microelectronics.

Second, many domain-specific accelerators have emerged except for microproces-
sors, especially machine learning accelerators [58, 50, 51, 82, 105, 71, 193, 97, 176,
72, 73, 15, 96]. How to design an appropriate DSE algorithm for domain-specific
accelerators is a hot research topic and valuable future work [212]. The PPA models
for deep learning accelerators have been proposed, and many DSE algorithms have
been published based on these tools [148; 113]. Similarly, the DSE algorithms can
be categorized as white-box and black-box methodologies [87, 99, 110]. The search
objectives can be PPA values or other metrics related to economic costs, such as total
cost of ownership (TCO) [212]. Different from the DSE of microprocessor microarchi-
tecture, the DSE algorithms for deep learning accelerators can focus on the hardware
and software levels due to the characteristics of domain-specific applications [203, 12].

Third, design space exploration is only one small problem in computer archi-
tecture research. With the fast-changing nature of our application, a higher-level
problem is how to build a better computer architecture or microarchitecture to ex-
ecute newly-emerged applications efficiently due to the limitations of conventional
microprocessors [17]. The key point is to analyze the characteristics of applications
and extract more parallelism, including instruction level, memory level, etc.. Re-

garding emerging massive uncertainty in Al workloads nowadays, dataflow architec-
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ture, which contrasts with the traditional von Neumann architecture, may be revived
(175, 191, 142, 32]. A fundamental distinction from traditional control-flow-based
microprocessors is the execution model. Namely, in dataflow architecture, the exe-
cutability and execution of instructions are solely determined based on the availability
of input operands to the instructions [55, 192, 88]. Many dataflow computers have
been proposed in history [79, 149, 89, 177, 147, 77, 21, 140, 138, 160]. Nevertheless,
these dataflow computers failed in the commercialization. One significant factor is
the high difficulty of developing the code generation framework for dataflow architec-
ture [57, 139, 56]. Nowadays, Al algorithm innovation promotes new applications and
rekindles the hope for dataflow architecture. High investment is made, and new pro-
totypes emerge [161, 90, 74]. We also propose Klotski, the latest research prototype
of dataflow architecture accelerators for deep neural network applications [30]. Fu-
ture work could focus on code generation for dataflow computers and the application
of dataflow computers to new workloads like robotics. Another promising research
direction could focus on three-dimensional computer architecture and implementa-
tion [122]. Although the research topic has been discussed for many years [37], we
have witnessed the emergence of prototypes and commercial products [199, 76]. For
example, TSMC has announced 3D Fabric technologies to build 3D silicon stacking
chips [10]. However, many problems regarding the architecture technology co-design

need to be sufficiently discussed in the future.
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